**1. What are the principle concepts of OOPS?**

* Abstraction
* Polymorphism
* Inheritance
* Encapsulation

**2. What is Abstraction?** Abstraction refers to the act of representing essential features without including the background details or explanations. E.g. ATM Machine  
**3. What is Encapsulation?** Encapsulation is a technique used for hiding the properties and behaviors of an object and allowing outside access only as appropriate.

**4. What is the difference between abstraction and encapsulation?**

|  |  |
| --- | --- |
| **Abstraction** | **Encapsulation** |
| Abstraction solves the problem in the design level. | Encapsulation solves the problem in the implementation level. |
| Abstraction is used for hiding the unwanted data and giving relevant data. | Encapsulation means hiding the code and data into single unit to protect the data from outside world. |
| Abstraction lets you focus on what the object does instead of how it does it. | Encapsulation means hiding the internal details or mechanics of how an object does something. |
| Abstraction - outer layout, used in terms of design e.g. outer look of a mobile phone | Encapsulation – inner layout, used in terms of implementation. E.g. inner implementation details of a mobile phone |

**5. What is Inheritance?** Inheritance is the process by which objects of one class acquire the properties of objects of another class. A class that is inherited is called a superclass. The class that does the inheriting is called a subclass. Inheritance is done by using the keyword extends.

**6. What is Polymorphism?** "one interface, many implementations." Polymorphism is a characteristic of being able to assign a different meaning or usage to something in different contexts - specifically, to allow an entity such as a variable, a function, or an object to have more than one form.  
**7. How does Java implement polymorphism?** Inheritance, Overloading and Overriding are used to achieve Polymorphism in java.

* In some cases, multiple methods have the same name, but different formal argument lists **(overloaded methods).**
* In other cases, multiple methods have the same name, same return type, and same formal argument list **(overridden methods).**

**8. Explain the different forms of Polymorphism. Compile time polymorphism** and **Run time polymorphism**. **Compile time polymorphism** is method overloading. **Runtime time polymorphism** is Method overriding.

**9. What is runtime polymorphism or dynamic method dispatch? R**untime polymorphism or dynamic method dispatch is a process in which a call to an overridden method is resolved at runtime rather than at compile-time. In this process, an overridden method is called through the reference variable of a superclass.

**10. What is Dynamic Binding? Dynamic binding (also known as late binding)** means that the code associated with a given procedure call is not known until the time of the call at run-time. It is associated with polymorphism and inheritance.

**11. What is method overloading?** Method Overloading means to have two or more methods with same name in the same class with different arguments. The benefit of method overloading is that it allows you to implement methods that support the same semantic operation but differ by argument number or type.

* Overloaded methods MUST change the argument list
* Overloaded methods CAN change the return type and access modifier
* Overloaded methods CAN declare new or broader checked exceptions
* A method can be overloaded in the same class or in a subclass

**12. What is method overriding?** Method overriding occurs when sub class declares a method that has the same type arguments as a method declared by one of its superclass. The key benefit of overriding is the ability to define behavior that’s specific to a particular subclass type.

**13. What are the difference between method overloading and method overriding?**

|  |  |
| --- | --- |
| **Method Overloading** | **Method Overriding** |
| Method overloading is used to increase the readability of the program. | Method overriding is used to provide the specific implementation of the method that is already provided by its super class. |
| Method overloading is performed with in class. | Method overriding occurs in two classes that have IS-A (inheritance) relationship |
| In case of method overloading, parameter must be different. | In case of method overriding, parameter must be same. |
| Method overloading is the example of compile time polymorphism. | Method overriding is example of run time polymorphism. |
| Overloaded method | Overridden method |
| In java, method overloading can’t be performed by changing return type of the method only. Return type can be same or different in the method overloading. But you must have to change the parameter. | Return type must be same or covariant in method overriding. |
| **class** OverloadingExample{  **static** **int** add(**int** a, **int** b){  **return** a+b;  }  **static** **int** add(**int** a, **int** b, **int** c){**return** a+b+c;}  } | **class** Animal{  **void** eat(){System.out.println("eating...");}  }  **class** Dog **extends** Animal{  **void** eat(){System.out.println("eating bread...");}  } |

**14. Can overloaded methods be override too?** Yes, derived classes still can override the overloaded methods. Compiler will not be binding the method calls since it is overloaded, because it might be overridden now or in the future.

**15. Is it possible to override the main method?** NO, because main is a static method. A static method can't be overridden in Java.

**16. How to invoke a superclass version of an Overridden method?** To invoke a superclass method that has been overridden in a subclass, you must either call the method directly through a superclass instance or use the super prefix in the subclass itself. **super.overriddenMethod ();**

**17. What is super?** Super is a keyword which is used to access the method or member variables from the superclass. If a method hides one of the member variables in its superclass, the method can refer to the hidden variable through the use of the super keyword. In the same way, if a method overrides one of the methods in its superclass, the method can invoke the overridden method through the use of the super keyword.

**18. How do you prevent a method from being overridden?** use the final modifier on the method declaration.

|  |
| --- |
| public final void exampleMethod () {  // Method statements   } |

**19. What is an Interface?** An interface is a description of a set of methods that conforming implementing classes must have.

* You can’t mark an interface as final.
* Interface variables must be static.
* An Interface cannot extend anything but another interfaces.

**20. Can we instantiate an interface?** You can’t instantiate an interface directly, but you can instantiate a class that implements an interface.

**21. Can we create an object for an interface?** Yes, it is always necessary to create an object implementation for an interface. Interfaces cannot be instantiated in their own right, so you must write a class that implements the interface and fulfill all the methods defined in it.

**22. Do interfaces have member variables?** Interfaces may have member variables, but these are implicitly public, static, and final. public, static, default and abstract modifiers are allowed for methods in interfaces.

**23. What is a marker interface?** Marker interfaces are those which do not declare any required methods but signify their compatibility with certain operations. The **java.io.Serializable interface** and **Cloneable** are typical marker interfaces. These do not contain any methods, but classes must implement this interface in order to be serialized and de-serialized.

**24. What is an abstract class?** Abstract class that contain one or more abstract methods. An abstract method is a method that is declared but contains no implementation.

* If even a single method is abstract, the whole class must be declared abstract.
* Abstract classes may not be instantiated and require subclasses to provide implementations for the abstract methods.
* You can’t mark a class as both abstract and final.

**25. What are the difference between Interface and Abstract class?**

|  |  |
| --- | --- |
| **Abstract Class** | **Interfaces** |
| An abstract class can provide complete, default code and/or just the details that have to be overridden. | An interface cannot provide any code at all, just the signature. |
| In case of abstract class, a class may extend only one abstract class. | A Class may implement several interfaces. |
| An abstract class can have non-abstract methods. | All methods of an Interface are abstract. |
| An abstract class can have instance variables. | An Interface cannot have instance variables. |
| An abstract class can have any visibility: public, private, protected. | An Interface visibility must be public (or) none. |
| If we add a new method to an abstract class, then we have the option of providing default implementation and therefore all the existing code might work properly. | If we add a new method to an Interface, then we have to track down all the implementations of the interface and define implementation for the new method. |
| An abstract class can contain constructors. | An Interface cannot contain constructors. |
| Abstract classes are fast. | Interfaces are slow as it requires extra indirection to find corresponding method in the actual class. |

**26. When should I use abstract classes and when should I use interfaces?**

**Use Interfaces when…**

* You see that something in your design will change frequently.
* If various implementations only share method signatures, then it is better to use Interfaces.
* You need some classes to use some methods which you don't want to be included in the class, then you go for the interface, which makes it easy to just implement and make use of the methods defined in the interface.

**Use Abstract Class when…**

* If various implementations are of the same kind and use common behavior or status, then abstract class is better to use.
* When you want to provide a generalized form of abstraction and leave the implementation task with the inheriting subclass.
* Abstract classes are an excellent way to create planned inheritance hierarchies. They're also a good choice for nonleaf classes in class hierarchies.

**27. When you declare a method as abstract, can other nonabstract methods access it?** Yes, other nonabstract methods can access a method that you declare as abstract.

**28. Can there be an abstract class with no abstract methods in it?** Yes, there can be an abstract class without abstract methods.

**29. What is Constructor?**

* A constructor is a special method whose task is to initialize the object of its class.
* It is special because its name is the **same as the class name**.
* They do not have return types, not even **void** and therefore they cannot return values.
* They **cannot be inherited**, though a derived class can call the base class constructor.
* Constructor is invoked whenever an object of its associated class is created.

**30. How does the Java default constructor be provided?** If a class defined by the code does **not** have any constructor, compiler will automatically provide one default-constructor for the class in the byte code. The access modifier of the default constructor is the same as the class itself.

**31. What are the difference between Constructors and Methods?**

|  |  |
| --- | --- |
| **Constructors** | **Methods** |
| Create an instance of a class | Group Java statements |
| Cannot be *abstract, final, native, static*, or *synchronized* | Can be *abstract, final, native, static*, or *synchronized* |
| No return type, not even void | void or a valid return type |
| Same name as the class | Any name except the class. |
| Refers to another constructor in the same class. If used, it must be the first line of the constructor | Refers to an instance of the owning class. Cannot be used by static methods. |
| Calls the constructor of the parent class. If used, must be the first line of the constructor | Calls an overridden method in the parent class |
| Constructors are not inherited | Methods are inherited |

**32. How are this () and super () used with constructors?**

* **Constructors use *this*** to refer to another constructor in the same class with a different parameter list.
* **Constructors use *super*** to invoke the superclass's constructor. If a constructor uses *super*, it must use it in the first line; otherwise, the compiler will complain.

**33. What are the difference between Class Methods and Instance Methods?**

|  |  |
| --- | --- |
| **Class Methods** | **Instance Methods** |
| Class methods are methods which are declared as static. The method can be called without creating an instance of the class | Instance methods on the other hand require an instance of the class to exist before they can be called, so an instance of a class needs to be created by using the new keyword. Instance methods operate on specific instances of classes. |
| Class methods can only operate on class members and not on instance members as class methods are unaware of instance members. | Instance methods of the class can also not be called from within a class method unless they are being called on an instance of that class. |
| Class methods are methods which are declared as static. The method can be called without creating an instance of the class. | Instance methods are not declared as static. |

**34. What are Access Specifiers?** Java allows you to control access to classes, methods, and fields via access specifiers.

**35. What are Access Specifiers/Modifiers available in Java?**

* **Public**- *public* classes, methods, and fields can be accessed from everywhere.
* **Protected**- *protected* methods and fields can only be accessed **within the same class** to which the methods and fields belong, **within its subclasses**, and **within classes of the same package.**
* **Default (no specifiers)-**If you do not set access to specific level, then such a class, method, or field will be accessible from inside the **same package** to which the **class, method, or field belongs**, but not from outside this package.
* **Private**- *private* methods and fields can only be **accessed within the same class** to which the methods and fields belong. *private* methods and fields are not visible within subclasses and are not inherited by subclasses.

**36. What is final modifier?** The final modifier keyword makes that the programmer cannot change the value anymore.

* **final Classes**- A final class cannot have subclasses. will cause compilation error
* **final Variables**- A final variable cannot be changed once it is initialized.
* **final Methods**- A final method cannot be overridden by subclasses. will cause compilation error.

**37. What are the uses of final method?**

* Disallowing subclasses to change the meaning of the method.
* Increasing efficiency by allowing the compiler to turn calls to the method into inline Java code.

**38. What is static block?** Static block which executed exactly once when the class is first loaded into JVM. Before going to the main method, the static block will execute.

**39. What are static variables?** Variables that have only one copy per class are known as static variables. They are not attached to a particular instance of a class but rather belong to a class as a whole. They are declared by using the static keyword as a modifier. **Note**: Static variables that are not explicitly initialized in the code are automatically initialized with a default value. The default value depends on the data type of the variables.

**40. What is the difference between static and non-static variables?** A **static variable** is associated with the class as a whole rather than with specific instances of a class. **Non-static variables** take on unique values with each object instance.

**41. What are static methods?** Methods declared with the keyword static as modifier are called static methods or class methods. They are so called because they affect a class as a whole, not a particular instance of the class. Static methods are always invoked without reference to a particular instance of a class.  
**Note**: **The use of a static method suffers from the following restrictions:**

* A static method can only call other static methods.
* A static method must only access static data.
* A static method **cannot** reference to the current object using keywords super or this.

**42. What is an Iterator?**

* The Iterator interface is used to step through the elements of a Collection.
* Iterators let you process each element of a Collection.
* Iterators are a generic way to go through all the elements of a Collection no matter how it is organized.
* Iterator is an Interface implemented a different way for every Collection.

**43. How do you traverse through a collection using its Iterator?**

* Obtain an iterator to the start of the collection by calling the collection ***iterator ()*** method.
* Set up a loop that makes a call to ***hasNext ()***. Have the loop iterate as long as ***hasNext ()*** returns **true**.
* Within the loop, obtain each element by calling **next ()**.

**44. How do you remove elements during Iteration?** Iterator also has a method ***remove ()*** when remove is called, the current element in the iteration is deleted.

**45. What is the difference between Enumeration and Iterator?**

|  |  |
| --- | --- |
| **Enumeration** | **Iterator** |
| Enumeration doesn't have a remove () method | Iterator has a remove () method |
| Enumeration acts as **Read-only interface**, because it has the methods only to traverse and fetch the objects | Can be abstract, final, native, static, or synchronized |
| java.util.Enumeration doesn’t allows to remove elements from collection during iteration in java | Java.util.Iterator allows to remove elements from collection during iteration by using remove () method in java. |
| **nextElement ()** Method Returns the next element of this enumeration if this enumeration object has at least one more element to provide.  **hasMoreElements ()** returns true if enumeration contains more elements. | **next ()** in Iterator.  **hasNext()** in Iterator. |
| JDK 1.0 | JDK 2.0 |
| Enumeration returned by Vector is fail-safe | Iterator returned by Vector are fail-fast |

**46. How is ListIterator? ListIterator** is just like Iterator, except it allows us to access the collection in either the forward or backward direction and lets us modify an element

**47. What is the List interface?**

* The List interface provides support for ordered collections of objects.
* Lists may contain duplicate elements.

**48. What are the main implementations of the List interface?**

* **ArrayList**: Resizable-array implementation of the List interface. The best all-around implementation of the List interface.
* **Vector**: Synchronized resizable-array implementation of the List interface with additional "legacy methods."
* **LinkedList**: Doubly linked list implementation of the List interface. May provide better performance than the ArrayList implementation if elements are frequently inserted or deleted within the list. Useful for queues and double-ended queues (deques).

**49. What are the advantages of ArrayList over arrays?**

* It can grow dynamically
* It provides more powerful insertion and search mechanisms than arrays.

**50. Difference between ArrayList and Vector?**

|  |  |
| --- | --- |
| **ArrayList** | **Vector** |
| ArrayList is **NOT** synchronized by default. | Vector List is synchronized by default. |
| ArrayList can use only Iterator to access the elements. | Vector list can use Iterator and Enumeration Interface to access the elements. |
| The ArrayList increases its array size by 50 percent if it runs out of room. | A Vector defaults to doubling the size of its array if it runs out of room |
| ArrayList has no default size. | While vector has a default size of 10. |
| JDK 2.0 | JDK 1.0 |
| **Enumeration is fail-fast**, means any modification made to ArrayList during iteration using Enumeration will throw **ConcurrentModificationException** in java. | **Enumeration is fail-safe**, means any modification made to Vector during iteration using Enumeration don’t throw any exception in java. |

**51. How to obtain Array from an ArrayList?**

List arrayList = new ArrayList ();  
 arrayList.add (a);

Object a [] = **arrayList.toArray ()**;

**52. Why insertion and deletion in ArrayList is slow compared to LinkedList?**

* **ArrayList**internally uses and array to store the elements, when that array gets filled by inserting elements a new array of roughly 1.5 times the size of the original array is created, and all the data of old array is copied to new array.
* During deletion, all elements present in the array after the deleted elements have to be moved one step back to fill the space created by deletion. Deletion in linked list is fast because it involves only updating the next pointer in the node before the deleted node and updating the previous pointer in the node after the deleted node.

**53. Why are Iterators returned by ArrayList called Fail Fast?** Because, if list is structurally modified at any time after the iterator is created, in any way except through the iterator's own remove or add methods, the iterator will throw a **ConcurrentModificationException.**

**54. How do you decide when to use ArrayList and When to use LinkedList?** If you need to support random access, without inserting or removing elements from any place other than the end, then **ArrayList** offers the optimal collection. If, however, you need to frequently add and remove elements from the middle of the list and only access the list elements sequentially, then **LinkedList** offers the better implementation.

**55. What is the Set interface?**

* The Set interface provides methods for accessing the elements of a finite mathematical set
* Sets do not allow duplicate elements
* Contains no methods other than those inherited from Collection
* It adds the restriction that duplicate elements are prohibited
* Two Set objects are equal if they contain the same elements

**56. What are the main Implementations of the Set interface?**

* HashSet
* TreeSet
* LinkedHashSet
* EnumSet

**57. What is a HashSet?**

* A HashSet is an unsorted, unordered Set.
* It uses the hashcode of the object being inserted.
* Use this class when you want a collection with no duplicates, and you don’t care about order when you iterate through it.

**58. What is a TreeSet?** TreeSet is a Set implementation that keeps the elements in sorted order. The elements are sorted according to the natural order of elements or by the comparator provided at creation time.

**59. What is an EnumSet?** An EnumSet is a specialized set for use with enum types, all of the elements in the EnumSet type that is specified, explicitly or implicitly, when the set is created.

**60. Difference between HashSet and TreeSet?**

|  |  |
| --- | --- |
| **HashSet** | **TreeSet** |
| HashSet is under set interface i.e. it does not guarantee for either sorted order or sequence order. | TreeSet is under set i.e. it provides elements in a sorted order (acceding order). |
| We can add any type of elements to hash set. | We can add only similar types of elements to tree set. |

**61. What is a Map?**

* A map is an object that stores associations between keys and values (key/value pairs).
* Given a key, you can find its value. Both keys and values are objects.
* The keys must be unique, but the values may be duplicated.
* Some maps can accept a null key and null values, others cannot.

**62. What are the main Implementations of the Map interface?**

* HashMap
* HashTable
* TreeMap
* EnumMap

**63. What is a TreeMap?** TreeMap actually implements the SortedMap interface which extends the Map interface. In a TreeMap the data will be sorted in ascending order of keys according to the natural order for the key's class, or by the comparator provided at creation time. **TreeMap is based on the Red-Black tree data structure.**

**64. How do you decide when to use HashMap and when to use TreeMap?** For inserting, deleting, and locating elements in a Map, the **HashMap** offers the best alternative. If, however, you need to traverse the keys in a sorted order, then **TreeMap** is your better alternative. Depending upon the size of your collection, it may be faster to add elements to a HashMap, then convert the map to a TreeMap for sorted key traversal.

**65. Difference between HashMap and Hashtable?**

|  |  |
| --- | --- |
| **java.util.HashMap** | **java.util.Hashtable** |
| **not synchronized.** | **synchronized.** |
| HashMap is not synchronized, hence its operations are **faster** as compared to Hashtable in java. | Hashtable is synchronized, hence its operations are **slower** as compared to HashMap in java. |
| HashMap allows to store **one null key** and **many null values** i.e. many keys can have null value in java. | Hashtable does **not allow to store null key or null value**.  Any attempt to store null key or value throws runtimeException (NullPointerException) in java. |
| **JDK 2.0** | **JDK 1.0** |
| In non-multithreading environment it is recommended to use HashMap than using Hashtable in java. | I**n java 5 i.e. JDK 1.5**, it is **recommended** to use [ConcurrentHashMap](http://www.javamadesoeasy.com/2015/04/concurrenthashmap-in-java.html) than using Hashtable. |
| HashMap does not extends Dictionary in java. | Hashtable extends Dictionary. |

**66. What are the different Collection Views That Maps Provide?**

* **Key Set**- allow a map's contents to be viewed as a set of keys. KeySet is a set returned by the **keySet ()** method
* **Values Collection** - allow a map's contents to be viewed as a set of values. Values Collection View is a collection returned by the **values ()** method
* **Entry Set** - allow a map's contents to be viewed as a set of key-value mappings. Entry Set view is a set that is returned by the **entrySet ()** method

**67. How do you sort an ArrayList (or any list) of user-defined objects?** Create an implementation of the ***java.lang.Comparable* interface** that knows how to order your objects and pass it to ***java.util.Collections.sort* (List, Comparator).**

**68. What are the difference between the Comparable and Comparator interfaces?**

|  |  |
| --- | --- |
| **Comparable** | **Comparator** |
| It uses the compareTo () method. int objectOne.compareTo(objectTwo). | It uses the compare () method.  int compare(ObjOne, ObjTwo) |
| It is necessary to modify the class whose instance is going to be sorted. | A separate class can be created in order to sort the instances. |
| Only one sort sequence can be created. | Many sort sequences can be created. |
| Comparable is used to compare instances of same class in java. | Comparator can be used to compare instances of same or different classes in java. |
| It is frequently used by the API classes. | It used by third-party classes to sort instances. |
| For using Comparable, original Class must implement it. | Class itself can implement Comparator or any other class can implement Comparator. Hence avoiding modification to original class. |
| Provides sorting only on one criteria, because Comparable can be implemented by original class only in java. | We can use Comparator to sort class on many criteria because class itself or any other class can implement Comparator in java. |
| java.lang.Comparable. | import java.util.Comparator |
| Comparable can be implemented by class which need to define a natural ordering for its objects. | Comparator is implemented when one wants a different sorting order and define custom way of comparing two instances. |
| Collections.sort (list) uses Comparable interface for sorting class. | Collections.sort(list,new ComparatorName());  Uses Comparator interface for sorting class. |

**69. Is there any difference between creating string with and without new operator?** When String is created **without new operator**, it will be created in string pool. When String is created **using new** operator, it will force JVM to create new string in heap .

**70. Can we use custom object as key in HashMap? If yes then how?** For using object as Key in HashMap, we must **implements equals and hashcode method**. Classes must be made **immutable classes**.

**71. How do we override equals and hashcode method, write a code to use Employee (i.e. custom object) as key in HashMap?**

|  |
| --- |
| @Override     public boolean **equals**(Object obj){            if(obj==null)                   return false;            if(this.getClass()!=obj.getClass())                   return false;            Employee emp=(Employee)obj;            return (emp.id==this.id || emp.id.equals(this.id))                                && (emp.name==this.name || emp.name.equals(this.name));     }     @Override     public int **hashCode**(){            int hash=(this.id==null ? 0: this.id.hashCode() ) +                         (this.name==null ? 0: this.name.hashCode() );            return hash;     } |

**72.** **What classes should i prefer to use a key in HashMap?** Use **Integer class** as key in HashMap

|  |
| --- |
| public class StringInMap {     public static void main(String...a){         //HashMap's key=Integer class  (Integer’s api has already overridden hashCode() and equals() method for us )            Map<Integer, String> hm=new HashMap<Integer, String>();            hm.put(1, "data");            hm.put(1, "data OVERRIDDEN");            System.out.println(hm.get(1));     }  }  /\*OUTPUT :- data OVERRIDDEN \*/ |

**73. In Integer’s API, how Integer class has overridden equals () and hashCode () method**

|  |
| --- |
| public int **hashCode**() {         return value;  }  public boolean **equals**(Object obj) {         if (obj instanceof Integer) {          return value == ((Integer)obj).intValue();         }         return false;  } |

**74.** **Can overriding of hashcode () method cause any performance issues?** Improper implementation of hashcode() can cause performance issues, because in that most of the key-value pairs will be stored on same bucket location and unnecessary time will be consumed while fetching value corresponding to key.

**75. What are immutable classes in java? How we can create immutable classes in java? And what are advantages of using immutable classes?** Any change made to object of immutable class produces new object.

**Example**- **String is Immutable class** in java, any changes made to Sting class.

**We must follow following steps for creating immutable classes –**

**1) Final class -** Make class final so that it cannot be inherited

**2) private member variable:-** Making member variables private ensures that fields cannot be accessed outside class.

**3) final member variable ->** Make member variables final so that once assigned their values cannot be changed

**4) Constructor ->** Initialize all fields in constructor. Assign all mutable member variable using new keyword.

5) Don't provide **setter methods** in class/ provide only getter methods.

**Advantages of using Immutable class:-**

* **Thread safe -** Immutable classes are thread safe, they will never create race condition.
* **Key in HashMap -** Immutable classes are can be used as key in Map (HashMap etc.)
* **HashCode is cached -** JVM caches the HashCode of Immutable classes used in application. JVM need not to calculate hashcode again. Hence, performance of application is improved significantly.
* **If Immutable class throws Exception -** If Immutable class throws Exception, they are never left in undesirable state.

**76. What are some immutable classes in java?** Integer, Double, Long, Short, Byte, and all other Wrapper classes.

**77. Difference between List and Set in java?**

|  |  |
| --- | --- |
| **java.util.List** | **java.util.Set** |
| Java.util.List is ordered collection it **maintain insertion order** in java. | Java.util.Set implementation does not **maintain insertion order**. |
| List **allows to store duplicate elements** in java. | Set does **not allow to store duplicate elements** in java. |
| List allows to store **many null keys** in java. | Set implementations allow to add only **one null** in java**.** TreeSet does not allow to add null in java. |
| List implementations provide get method to get element on specific index in java. ArrayList, Vector, copyOnWriteArrayList and LinkedList provides - **get(int index)** | Set implementations does not provide any such get method to get element on specified index in java |
| [**ArrayList**](http://www.javamadesoeasy.com/2015/04/arraylist-in-java.html)***,*** [**LinkedList**](http://www.javamadesoeasy.com/2015/04/linkedlist-in-java.html)***,*** [**Vector**](http://www.javamadesoeasy.com/2015/04/arraylist-vs-vector-similarity-and.html)***,*** [**CopyOnWriteArrayList**](http://www.javamadesoeasy.com/2015/04/arraylist-vs-copyonwritearraylist.html) implementing classes | [**HashSet**](http://www.javamadesoeasy.com/2015/04/hashset-in-java.html)***,*** [**CopyOnWriteArraySet**](http://www.javamadesoeasy.com/2015/04/hashset-vs-copyonwritearrayset.html)***,*** [**LinkedHashSet**](http://www.javamadesoeasy.com/2015/04/hashset-vs-linkedhashset-vs-treeset.html)***,*** [**TreeSet**](http://www.javamadesoeasy.com/2015/04/hashset-vs-linkedhashset-vs-treeset.html), [**ConcurrentSkipListSet**](http://www.javamadesoeasy.com/2015/04/treeset-vs-concurrentskiplistset.html), [**EnumSet**](http://www.javamadesoeasy.com/2015/04/enumset-in-java-with-program.html) classes |
| **ListIterator** method returns listIterator to iterate over elements in List in java.**listIterator provides** additional methods as compared to iterator like **hasPrevious(), previous(), nextIndex(),previousIndex(), add(E element), set(E element)** | Set does not provide anything like listIterator. It simply return Iterator in java. |
| **List** are Resizable-array implementation of the java.util.**List** interface in java. | Set uses [**Map**](http://www.javamadesoeasy.com/2015/04/map-hierarchy-in-java-detailed-hashmap.html)for their implementation. Hence, structure is map based and resizing depends on Map implementation. Example > [**HashSet**](http://www.javamadesoeasy.com/2015/04/hashset-in-java.html) internally uses [**HashMap**](http://javamadesoeasy.com/2015/02/hashmap-custom-implementation.html). |
| As **ArrayList** uses array for implementation it is index based structure, hence provides random access to elements.  But [**LinkedList**](http://www.javamadesoeasy.com/2015/04/linkedlist-in-java.html) is not indexed based structure in java. | Set is not index based structure at all in java. |

**78.** **Difference between ArrayList and LinkedList in java?**

|  |  |  |
| --- | --- | --- |
| **Property** | **java.util.ArrayList** | **java.util.LinkedList** |
| **Structure** | Java.util.ArrayList is index based structure in java. | A java.util.LinkedList is a node based structure in java. |
| **Resizable** | **ArrayList is Resizable-array in java.** | New node is created for storing new element in LinkedList in java. |
| **Initial capacity** | Java.util.ArrayList is created with initial capacity of 10 in java. | Linked List’s initial capacity is 0 in java. |
| **Ensuring Capacity/ resizing.** | Array List’s size is **increased by 50%** i.e. after resizing its size become 15 in java. | Linked List’s initial capacity is 0, its size grow with addition of each and every element in java. |
| **RandomAccess interface** | ArrayList implements RandomAccess | LinkedList does not implement RandomAccess interface in java. |
| **AbstractList and AbstractSequentialList** | ArrayList extends AbstractList (abstract class) which provides implementation to List interface to minimize the effort required to implement this interface backed by RandomAccess interface. | LinkedList extends AbstractSequentialList (abstract class), AbstractSequentialList extends AbstractList. In LinkedList, data is accessed sequentially, so for obtaining data at specific index, iteration is done on nodes sequentially in java. |
| **How get (index) method works?** | Get method of ArrayList directly gets element on specified index. Hence, offering O (1) complexity in java. | Get method of LinkedList iterates on nodes sequentially to get element on specified index. Hence, offering O (n) complexity in java. |
| **When to use** | **Use ArrayList when get operations is more frequent than add and remove operations in java.** | **Use LinkedList when add and remove operations are more frequent than get operations in java.** |

**79. Difference between HashSet vs LinkedHashSet vs TreeSet in java:-**

|  |  |  |  |
| --- | --- | --- | --- |
| **Property** | **java.util.HashSet** | **java.util.LinkedHashSet** | **java.util.TreeSet** |
| **Insertion order** | Java.util.HashSet does not maintains insertion order in java. | Java.util.LinkedHashSet maintains insertion order in java. | Java.util.TreeSet is sorted by natural order in java. |
| **Null elements** | HashSet allows to store one null in java. | LinkedHashSet allows to store one null in java. | TreeSet does not allows to store any null in java. |
| **Data structure internally used for storing data** | For storing elements HashSet internally uses HashMap. | For storing elements LinkedHashSet internally uses LinkedHashMap. | For storing elements TreeSet internally uses TreeMap. |
| **Introduced in which java version** | JDK 2.0 | JDK 4.0 | JDK 2.0 |
| **Implements which interface** | HashSet implements java.util.Set interface. | LinkedHashSet implements java.util.Set interface. | TreeSet implements java.util.Set  java.util.SortedSet  Java.util.NavigableSet interface. |

**80.** **Difference between java.util.HashMap and java.util.concurrent.ConcurrentHashMap in java:-**

|  |  |
| --- | --- |
| **java.util.HashMap** | **java.util.concurrent.ConcurrentHashMap** |
| HashMap is not synchronized. | ConcurrentHashMap is synchronized. |
| Synchronized HashMap’s performance is slower as compared to ConcurrentHashMap. | ConcurrentHashMap performance is faster as compared to HashMap |
| HashMap allows to store one null key and many null values | ConcurrentHashMap does not allow to store null key or null value. |
| The iterators returned by the iterator() method of HashMap are fail-fast | Iterators are fail-safe. |
| JDK 1.2 | JDK 1.5 |
| HashMap implements java.util.Map | ConcurrentHashMap implements  java.util.Map and  java.util.concurrent.ConcurrentMap |

**81.** **Difference between java.util.HashMap vs Hashtable vs LinkedHashMap vs TreeMap in java:-**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Property** | **HashMap** | **Hashtable** | **LinkedHashMap** | **TreeMap** |
| **Insertion order** | HashMap does not maintains insertion order in java. | Hashtable does not maintains insertion order in java. | LinkedHashMap maintains insertion order in java. | TreeMap is sorted by natural order of keys in java. |
| **Performance** | HashMap is not synchronized, hence its operations are faster as compared to Hashtable. | Hashtable is synchronized, hence its operations are slower as compared HashMap. | Time and space overhead is there because for maintaining order it internally uses Doubly Linked list. | TreeMap must be used only when we want sorting based on natural order. Otherwise sorting operations cost performance. |
| **Null keys and values** | HashMap allows to store one null key and many null values | Hashtable does not allow to store null key or null value. | LinkedHashMap allows to store one null key and many null values | TreeMap does not allow to store null key but allow many null values. |
| **Implements which interface** | java.util.Map | java.util.Map | java.util.Map | java.util.Map  java.util.SortedMap  java.util.NavigableMap |
| **Complexity of put, get and remove methods** | O(1) | O(1) | O(1) | O(log(n)) |
| **Extends java.util.Dictionary** | Doesn’t extends Dictionary. | extends Dictionary | Doesn’t extends Dictionary. | Doesn’t extends Dictionary. |
| **Introduced in which java version?** | JDK 2.0 | JDK 1.0 | JDK 4.0 | JDK 2.0 |
| **Implementation uses?** | HashMap use buckets | Hashtable use buckets | LinkedHashMap uses doubly linked lists | TreeMap uses Red black tree |

**82. Difference between java.util.HashMap vs IdentityHashMap:-**

|  |  |  |
| --- | --- | --- |
| **Property** | **java.util.HashMap** | **java.util.IdentityHashMap** |
| **Keys comparison   object-equality  vs reference-equality** | HashMap when comparing keys (and values) performs object-equality not reference-equality. | IdentityHashMap when comparing keys (and values) performs reference-equality in place of object-equality. |
| **Initial size** | Constructs a new HashMap, Its initial capacity is 16 in java. | Constructs a new IdentityHashMap, with maximum size of 21 in java. |
| **Introduced in which java version** | JDK 2.0 | JDK 4.0 |
| **Program** | In a HashMap, two keys k1 and k2 are equal if and only if (k1==null? k2==null: k1.equals (k2)). | In an IdentityHashMap, two keys k1 and k2 are equal if and only if (k1==k2). |
| **Overridden equals () and hashCode () method call?** | [Overridden equals () and hashCode () method](http://www.javamadesoeasy.com/2015/02/override-equals-and-hashcode-method.html) are called when put, get methods are called in HashMap. | Overridden equals () and hashCode () method are not called when put, get methods are called in IdentityHashMap. |
| **Application - can maintain proxy object** | HashMap cannot be used to maintain proxy object. | IdentityHashMap can be used to maintain proxy objects. |

**83.** **Difference between Collection and Collections in java?**

**Collection: -** java.util.Collection ​ is the root interface in the hierarchy of Java Collection framework. The JDK does not provide any classes which directly implements java.util.Collection interface, but it provides classes such as ArrayList, LinkedList, vector, HashSet, EnumSet, LinkedHashSet, TreeSet, CopyOnWriteArrayList, CopyOnWriteArraySet, ConcurrentSkipListSet which implements more specific sub interfaces like ​Set and List​ in java.

**Collections: -** java.util.Collections is a utility class which consists of static methods that operate on or return Collection in java. **Java.util.Collections provides method like:-**

* **reverse** method for reversing List in java.
* **shuffle** method for shuffling elements of List in java.
* **UnmodifiableCollection**, **unmodifiableSet**, **unmodifiableList**, **unmodifiableMap** methods for making List, Set and Map unmodifiable in java.
* **min** method to return smallest element in Collection in java.
* **max** method to return smallest element in Collection.
* **sort** method for sorting List.
* **synchronizedCollection**, **synchronizedSet**, **synchronizedList**, **synchronizedMap** methods for synchronizing List, Set and Map respectively in java.

**84. Difference between java.util.Iterator and java.util.ListIterator**

|  |  |
| --- | --- |
| **java.util.ListIterator** | **java.util.Iterator** |
| **hasPrevious ()** method returns true if this listIterator has more elements when traversing the list in the reverse direction. | No such method in java.util.Iterator. |
| **previous ()**  returns previous element in iteration (traversing in backward direction). if the iteration has no previous elements than NoSuchElementException is thrown. | No such method in java.util.Iterator. |
| **nextIndex ()** method returns the index of the element that would be returned by a subsequent call to next() method. If listIterator is at the end of the list than method returns size of list. | No such method in java.util.Iterator. |
| **previousIndex ()** method returns the index of the element that would be returned by a subsequent call to previous() method. If listIterator is at the start of the list than method returns -1. | No such method in java.util.Iterator. |
| **add (E element)** Method inserts the specified element into the list.  The element is inserted immediately before the element that would be returned by next | No such method in java.util.Iterator. |
| **set(E element)** Method replaces the last element returned by next() or previous() method with the specified element. This call can be made only if neither remove nor add have been called after the last call to next or previous. | No such method in java.util.Iterator. |
| All the implementations of List interface like **ArrayList, LinkedList, Vector, CopyOnWriteArrayList** classes returns listIterator. | All Implementation classes of **Collection interface’s** sub interfaces like **Set and List** return iterator. |

**85.** **Difference between java.util.ArrayList and java.util.concurrent.CopyOnWriteArrayList in java**

|  |  |  |
| --- | --- | --- |
| **Property** | **java.util.ArrayList** | **java.util.concurrent.CopyOnWriteArrayList** |
| **synchronization** | ArrayList is not synchronized | CopyOnWriteArrayList  is synchronized |
| **Iterator and listIterator** | Iterator and listIterator returned by ArrayList are [Fail-fast](http://www.javamadesoeasy.com/2015/04/concurrentmodificationexception-fail.html), means any structural modification made to ArrayList during iteration using Iterator or listIterator will throw ConcurrentModificationException in java. | Iterator and listIterator returned by CopyOnWriteArrayList are Fail-safe in java. |
| **Enumeration is fail-fast** | Enumeration returned by ArrayList is fail-fast, means any structural modification made to ArrayList during iteration using Enumeration will throw ConcurrentModificationException. | Enumeration returned by CopyOnWriteArrayList is fail-safe. |
| **Iterate using enhanced for loop** | Iteration done on ArrayList using enhanced for loop is Fail-fast, means any structural modification made to ArrayList during iteration using enhanced for loop will throw ConcurrentModificationException. | Iteration done on CopyOnWriteArrayList using enhanced for loop is Fail-safe. |
| **Performance** | ArrayList is not synchronized, hence its operations are faster as compared to CopyOnWriteArrayList. | CopyOnWriteArrayList is synchronized, hence its operations are slower as compared to ArrayList. |
| **AbstractList** | ArrayList extends AbstractList (abstract class) which provides implementation to List interface to minimize the effort required to implement this interface backed by RandomAccess interface. | CopyOnWriteArrayList does not extends AbstractList, though CopyOnWriteArrayList also implements RandomAccess interface. |
| **java version** | JDK 2.0 | JDK 5.0 |
| **Package** | java.util | java.util.concurrent |

**86.** **Difference between java.util.HashSet and java.util.concurrent.CopyOnWriteArraySet in java:-**

|  |  |  |
| --- | --- | --- |
| **Property** | **java.util.HashSet** | **java.util.concurrent.CopyOnWriteArraySet** |
| **synchronization** | HashSet is not synchronized | CopyOnWriteArraySet  is synchronized |
| **Iterator** | Iterator returned by HashSet is [Fail-fast](http://www.javamadesoeasy.com/2015/04/concurrentmodificationexception-fail.html), means any structural modification made to HashSet during iteration using Iterator will throw ConcurrentModificationException in java. | Iterator returned by CopyOnWriteArraySet is Fail-safe in java. |
| **Enumeration is fail-fast** | Enumeration returned by HashSet is fail-fast, means any structural modification made to HashSet during iteration using Enumeration will throw ConcurrentModificationException. | Enumeration returned by CopyOnWriteArraySet is fail-safe. |
| **Iterate using enhanced for loop** | Iteration done on HashSet using enhanced for loop is Fail-fast, means any structural modification made to HashSet during iteration using enhanced for loop will throw ConcurrentModificationException. | Iteration done on CopyOnWriteArraySet using enhanced for loop is Fail-safe. |
| **Performance** | HashSet is not synchronized, hence its operations are faster as compared to CopyOnWriteArraySet. | CopyOnWriteArraySet is synchronized, hence its operations are slower as compared to HashSet. |
| **java version** | JDK 2.0 | JDK 5.0 |
| **Package** | java.util | java.util.concurrent |

**87.** **Difference between java.util.TreeSet and java.util.concurrent.ConcurrentSkipListSet in java:-**

|  |  |  |
| --- | --- | --- |
| **Property** | **java.util.TreeSet** | **java.util.concurrent.ConcurrentSkipListSet** |
| **synchronization** | TreeSet is not synchronized | ConcurrentSkipListSet  is synchronized |
| **Iterator** | Iterator returned by TreeSet is [Fail-fast](http://www.javamadesoeasy.com/2015/04/concurrentmodificationexception-fail.html), means any structural modification made to TreeSet during iteration using Iterator will throw ConcurrentModificationException in java. | Iterator returned by ConcurrentSkipListSet is Fail-safe in java. |
| **Enumeration is fail-fast** | Iteration done on TreeSet using enhanced for loop is Fail-fast, means any structural modification made to TreeSet during iteration using enhanced for loop will throw ConcurrentModificationException | Iteration done on ConcurrentSkipListSet using enhanced for loop is Fail-safe. |
| **Performance** | TreeSet is not synchronized, hence its operations are faster as compared to ConcurrentSkipListSet. | ConcurrentSkipListSet is synchronized, hence its operations are slower as compared to TreeSet. |
| **java version** | JDK 2.0 | JDK 6.0 |
| **Package** | java.util | java.util.concurrent |

**88.** **Difference between java.util.TreeMap and java.util.concurrent.ConcurrentSkipListMap:-**

|  |  |  |
| --- | --- | --- |
| **Property** | **java.util.TreeMap** | **java.util.concurrent.ConcurrentSkipListMap** |
| **synchronization** | TreeMap is not synchronized | ConcurrentSkipListMap is synchronized |
| **Iterator** | The iterators returned by the iterator() method of Map's “collection view methods" are [fail-fast](http://www.javamadesoeasy.com/2015/04/concurrentmodificationexception-fail.html) | The iterators returned by the iterator() method of Map's “collection view methods" are fail-safe |
| **Implements which interface** | Map  SortedMap  NavigableMap | Map  SortedMap  NavigableMap  ConcurrentNavigableMap |
| **Performance** | TreeMap is not synchronized, hence its operations are faster as compared to ConcurrentSkipListMap. | ConcurrentSkipListMap is synchronized, hence its operations are slower as compared to TreeMap. |
| **java version** | JDK 2.0 | JDK 6.0 |
| **Package** | java.util | java.util.concurrent |

**89.** **What do you mean by fail-fast and fast-safe? What is ConcurrentModificationException?**

**Fail-fast: -** Iterator returned by few Collection framework Classes are fail-fast, means any structural modification made to these classes during iteration will throw **ConcurrentModificationException**.

* ArrayList
* LinkedList
* vector
* HashSet

**Fail-safe:-** Iterator returned by few Collection framework Classes are fail-safe, means any structural modification made to these classes during iteration won’t throw any Exception.

* CopyOnWriteArrayList
* CopyOnWriteArraySet
* ConcurrentSkipListSet

**90. Features of finally:-**

* Finally block is **always executed** irrespective of exception is thrown or not.
* Finally is **keyword** in java.
* Finally block is optional in java, we may use it or not.

**91. Finally block is not executed in following scenarios:-**

* Finally is not executed when System.exit is called.
* If in case JVM crashes because of some java.util.Error.

**92. Program to show finally block is executed when exception is not thrown.**

|  |
| --- |
| public class ExceptionTest {  public static void main(String[] args) {  try{  int i=10/1;  }catch(ArithmeticException e){  System.out.println("ArithmeticException handled in catch block");  }  finally{  System.out.println("finally block executed");  }  System.out.println("code after try-catch-finally block");  }  }  /\*OUTPUT  finally block executed  code after try-catch-finally block \*/ |

**93.** **Program to show finally block is executed when exception is thrown, in this case catch and finally both blocks are executed.**

|  |
| --- |
| public class ExceptionTest {     public static void main(String[] args) {            try{                   int i=10/0; //will throw ArithmeticException            }catch(ArithmeticException e){                   System.out.println("ArithmeticException handled in catch block");            }            finally{                   System.out.println("finally block executed");            }        System.out.println("code after try-catch-finally block");     }  }  /\*OUTPUT  ArithmeticException handled in catch block  finally block executed  code after try-catch-finally block  \*/ |

**94.** **Program to show finally block is executed when exception is thrown and not handled properly, in this case catch blocks does not executes, finally block executes alone.**

|  |
| --- |
| public class ExceptionTest {     public static void main(String[] args) {            try{                   int i=10/0; //will throw ArithmeticException            }catch(IndexOutOfBoundsException e){                   System.out.println("IndexOutOfBoundsException handled in catch block");            }            finally{                   System.out.println("finally block executed");            }            System.out.println("code after try-catch-finally block");     }  }  /\*OUTPUT  finally block executed  Exception in thread "main" java.lang.ArithmeticException: / by zero     at finally3.ExceptionTest.main(ExceptionTest.java:7)  \*/ |

**95.** **Program to show finally is not executed when System.exit is called.**

|  |
| --- |
| public class ExceptionTest {     public static void main(String[] args) {            try{                   System.out.println("in try block");                   System.exit(0);            }finally{                   System.out.println("finally block executed");            }     }  }  /\*OUTPUT  in try block  \*/ |

**96.** **Difference between checked and unchecked exceptions:-**

|  |  |
| --- | --- |
| **checked exception** | **unchecked exception** |
| Checked exceptions are also known as compile Time exceptions. | Unchecked exceptions are also known as runtime exceptions. |
| Checked exceptions are those which need to be taken care at compile time. | Unchecked exceptions are those which need to be taken care at runtime. |
| We cannot proceed until we fix compilation issues which are most likely to happen in program, this helps us in avoiding runtime problems up to lot of extent. | Whenever runtime exception occurs execution of program is interrupted, but by handling these kind of exception we avoid such interruptions and end up giving some meaningful message to user. |
| **class** UserException **extends Exception** {     UserException(String s) {  **super**(s);     }  }  By extending java.lang.**Exception**, we can create checked exception. | **class** UserException **extends RuntimeException** {     UserException(String s) {  **super**(s);     }  }  By extending java.lang.**RuntimeException**, we can create unchecked exception. |
| For propagating checked exceptions method must throw exception by using throws keyword. | Unchecked exceptions are [automatically propagated](http://www.javamadesoeasy.com/2015/05/exception-propagation-in-java-deep.html) in java. |
| If superclass method throws/declare checked exception   * overridden method of subclass **can** declare/**throw** **narrower** (subclass of) **checked exception** * overridden method of subclass **cannot** declare/**throw** **broader** (superclass of) **checked exception** * overridden method of subclass **can** declare/**throw any unchecked /RuntimeException** | If superclass method throws/declare unchecked   * overridden method of subclass **can** declare/**throw any unchecked /RuntimeException (superclass or subclass)** * overridden method of subclass **cannot** declare/**throw** **any checked exception** |
| The class Exception and all its subclasses that are not also subclasses of RuntimeException are checked exceptions. | The class RuntimeException and all its subclasses are unchecked exceptions. Likewise, The class Error and all its subclasses are unchecked exceptions. |
| [SQLException](http://www.javamadesoeasy.com/2015/05/sqlexception-in-java.html),  IOException,  ClassNotFoundException | [NullPointerException](http://www.javamadesoeasy.com/2015/05/nullpointerexception-in-java.html),  ArithmeticException  ArrayIndexOutOfBoundsException. |

**97.** **What are exception handling keywords in java?**

* **try -** Any exception occurring in try block is catched by catch block.
* **catch -** catch block is always followed by try block.
* **finally -**finally block can only exist if try or try-catch block is there, finally block can’t be used alone in java.
* **throw -** throw is a keyword in java. Throw keyword allows us to throw checked or unchecked exception.
* **throws -** throws is written in method’s definition to indicate that method can throw exception.

**98. Difference between Exception and Error in java?**

|  |  |
| --- | --- |
| **Exception** | **Error** |
| Exception does not indicate any serious problem. | Error indicates some serious problems that our application should not try to catch. |
| Exception are divided into checked and unchecked exceptions | Error are not divided further into such classifications. |
| The class Exception and all its subclasses that are not also subclasses of RuntimeException are checked exceptions. The class RuntimeException and all its subclasses are unchecked exceptions. | Error and its subclasses are regarded as unchecked exceptions |
| **checked exceptions:-**  SQLException, IOException, ClassNotFoundException  **unchecked exceptions:-**  [NullPointerException](http://www.javamadesoeasy.com/2015/05/nullpointerexception-in-java.html), ArithmeticException, | VirtualMachineError, IOError, AssertionError, [ThreadDeath](http://www.javamadesoeasy.com/2015/04/threaddeath-error-calling-stop-method.html),  OutOfMemoryError, StackOverflowError. |
| Application must catch the Exception because they does not cause any major threat to application. | Application must not catch the Error because they does cause any major threat to application. |

**99. Difference between throw and throws in java?**

|  |  |
| --- | --- |
| **throw** | **throws** |
| Throw [keyword](http://www.javamadesoeasy.com/2015/05/keywords-in-java-language.html) is used to throw an [exception](http://www.javamadesoeasy.com/2015/05/exception-handling-exception-hierarchy.html) explicitly. | Throws keyword is used to declare an exception. |
| Throw is used inside method.  **Example :-** static void m(){     throw new FileNotFoundException();  } | Throws is used in method declaration.  **Example :-** static void m() throws FileNotFoundException{  } |
| Throw is always followed by instanceof Exception class.  Example :-  throw new FileNotFoundException() | Throws is always followed by name of Exception class.  Example :-  throws FileNotFoundException |
| Throw can be used to throw only one exception at time.  **Example :-** throw new FileNotFoundException() | Throws can be used to throw multiple exception at time.  **Example :-** throws FileNotFoundException, NullPointerException |
| Throw cannot propagate exception to calling method.  https://lh3.googleusercontent.com/OUJb1vS33pbqa0dN5qRbR22JKpbAz4HVBqDemG8Cs2_LjrsXX9qN--vRgRKWZr6Zem5Rso2JSzvfAeGXlkylWnvtIjQrrDmRLfFQ6kTBi75cfykySrc-XUCjYSDPcqI4fxq_vlg | Throws can [propagate exception](http://www.javamadesoeasy.com/2015/05/exception-propagation-in-java-deep.html) to calling method. |

**100.** **Difference between multiple catch block and multi catch syntax:-**

|  |  |
| --- | --- |
| **multiple catch block** | **multi catch syntax** |
| Multiple catch blocks were introduced in prior versions of Java 7 and does not provide any automatic resource management. | Multi catch syntax was introduced in java 7 for improvements in multiple exception handling which helps in automatic resource management. |
| syntax for writing multiple catch block  try{  }catch(IOException ex1){  } catch(SQLException ex2){  } | multi catch syntax  try{  }catch(IOException | SQLException ex){  } |
| For catching IOException and SQLException we need to write two catch block like this  https://lh6.googleusercontent.com/-K2qsORyl4iyZSQl1ZeuZHABUIsT0isJ1SK8kmSHVHXDSa-SUDq8SlUNC57NIMNsXrJ6bosIOE-W8Vh9AlcAkGNczBI7fxvz6Mhsq0bv6OjHTjF0M-DBkK5ZiHUNRhAMuOBZA-M | with the help of multi catch syntax we can catch IOException and SQLException in one catch block using multi catch syntax like this  https://lh4.googleusercontent.com/ZSbaj7zBAA_FBhbJEw6Ig99fXl2EvMXf0Vdt9lu5ZwQ6VLACJBtRQNtzzcpW1o1_C3nh09MBdQ5UJpNV1suE8uEehkgqALdftglLUUfa2fPTygxihPYjVYltVBecmnCsk1K3yw4 |
| **When multiple catch blocks** are used , first catch block could be subclass of Exception class handled in following catch blocks like this >  IOException is subclass of Exception.  https://lh3.googleusercontent.com/2AbC14EGFY7bvxgqRf6OI86ozSKcOJSRsqzzONNVqHQlSz3lxBojLnLhIw9TPe2tLlKHy52dW7e2xGPHjnc3Nb6CwXQE7WmGlqrpBInsM6oqtEfhFWwMhT5sIFHoKrbo_46ioR4 | If **Multi catch syntax** is used to catch subclass and its superclass than compilation error will be thrown.  IOException and Exception in **multi catch syntax** will cause compilation error “The exception **IOException** is already caught by the alternative **Exception**”.  https://lh6.googleusercontent.com/_vCmGxqWFe9nGl3xf0flEI3ORQtECF4GjJIDOL0pbc1ZUUclFmXsGgYisHmuSixHSptpJu74_qReZsEXD_2HxTTW8-cG7UlOvn5So3BQYibKXR8S1dgjNgMOHw8itGa_9pEz1Nc  **Solution** We must use only Exception to catch its subclass like this  https://lh5.googleusercontent.com/Feb4kItN018HbRv9UIMeSizbLMOP9aJhPGvfFEiN-QEDDeUfFRii_Dk40sNfNliN7lRdfkXv6Z7n7uZPsQLk87wbij7nFqr6v4xQGs7FoFfKX950_WswEBPQL_kQsEpe4togesU |
| Does not provide such features. | Features of multi catch syntax :-   * Has improved way of catching multiple [exceptions](http://www.javamadesoeasy.com/2015/05/exception-handling-exception-hierarchy.html). * This syntax does not looks clumsy. * Reduces developer efforts of writing multiple catch blocks. * Allows us to catch more than one exception in one catch block. * Helps in automatic resource management. |

**101.** **Difference between Final, Finally and Finalize:-**

|  |  |  |
| --- | --- | --- |
| **Final** | **Finally** | **Finalize** |
| [Final](http://www.javamadesoeasy.com/2015/05/final-keyword-in-java-20-salient.html) can be applied to variable, method and class in java. | [Finally](http://www.javamadesoeasy.com/2015/05/finally-block-in-java.html) is a block. | [Finalize](http://www.javamadesoeasy.com/2015/05/finalize-method-in-java-10-salient.html) is a method. |
| Final is a keyword in java. | Finally Is a keyword in java. | Finalize is not a keyword in java. |
| **Final memberVariable** of class must be initialized at time of declaration, once initialized final memberVariable cannot be assigned a new value.  **Final method** cannot be overridden, any attempt to do so will cause compilation error.  **Final class** cannot be extended, any attempt to do so will cause compilation error. | try or [try-catch](http://www.javamadesoeasy.com/2015/05/try-catch-finally-block-in-java.html) block can be followed by finally block  **try-finally block,**  try{  }finally{  }  **Try-catch-finally block.**  try{  }catch(Exception e){  }finally{  } | Finalize method is called before garbage collection by JVM, Finalize method is called for any cleanup action that may be required before garbage collection.  @Override  **protected void finalize() throws Throwable** {  **try** {      System.*out*.println("in  finalize() method, "                              +         "doing cleanup activity");  } **catch** (Throwable throwable) {  **throw** throwable;  }  } |
|  | finally block is not executed in following scenarios :-  **Finally is not executed when System.exit is called.**  **If in case JVM crashes because of some java.util.**[**Error**](http://www.javamadesoeasy.com/2015/05/javalangerror-in-exception-handling-in.html)**.** | finalize() method is defined in java.lang.Object |
|  | Finally block can only exist if try or try-catch block is there, finally block can’t be used alone in java. | We can force early garbage collection in java by using following methods :-  **System.*gc*(); Runtime.*getRuntime*().gc();**  **System.*runFinalization*(); Runtime.*getRuntime*().runFinalization();** |
|  | Finally is always executed irrespective of exception thrown. | If any uncaught [exception](http://www.javamadesoeasy.com/2015/05/checked-compile-time-exceptions-and.html) is thrown inside finalize method -  **exception is ignored,**  **thread is terminated and**  **Object is discarded.** |
|  | Currently executing thread calls finally method. | JVM does not guarantee which [daemon](http://www.javamadesoeasy.com/2015/03/daemon-threads-12-salient-features-of.html) [thread](http://www.javamadesoeasy.com/2015/03/what-is-thread-in-java.html) will invoke the finalize method for an object. |

**102.** **What is cloning in java?** Cloning is done for copying the object, cloning can be done using shallow or deep copy. Clone is a protected method - clone method can’t be called outside class without inheritance. Clone is native method, if not overridden its implementation is provided by JVM. It returns Object - Means explicitly cast is needed to convert it to original object. Class must implement marker interface java.lang.Cloneable. If class doesn’t implement Cloneable than calling clone method on its object will throw CloneNotSupportedException. **By default clone method do shallow copy.**

|  |
| --- |
| **protected native Object clone() throws CloneNotSupportedException;** |

**Shallow copy-** If we implement Cloneable interface, we must override clone method and call super.clone () from it, invoking super.clone () will do shallow copy.

**Deep copy -** We need to provide custom implementation of clone method for deep copying. When the copied object contains some other object its references are copied recursively in deep copy.

**103. How garbage collector knows that the object is not in use and needs to be removed?** Garbage collector reclaims objects that are no longer being used, clears their memory, and keeps the memory available for future allocations. This is done via bookkeeping the references to the objects. Any unreferenced object is a garbage and will be collected.

**104. Can Java thread object invoke start method twice?**

|  |
| --- |
| public class MyExmpCode extends Thread{  public void run(){  System.out.println("Run");  }  public static void main(String a[]){  Thread t1 = new Thread(new MyExmpCode());  t1.start();  t1.start();  }  } **No, it throws IllegalThreadStateException** |

**105.** **Give the list of Java Object class methods.**

* **clone () -** Creates and returns a copy of this object.
* **equals () -** Indicates whether some other object is "equal to" this one.
* **finalize () -** Called by the garbage collector on an object when garbage collection determines that there are no more references to the object.
* **getClass () -** Returns the runtime class of an object.
* **hashCode () -** Returns a hash code value for the object.
* **notify () -** Wakes up a single thread that is waiting on this object's monitor.
* **notifyAll () -** Wakes up all threads that are waiting on this object's monitor.
* **toString () -** Returns a string representation of the object.
* **wait () -** Causes current thread to wait until another thread invokes the notify() method or the notifyAll() method for this object.

**106.** **Can we override static method?** We cannot override static methods. Static methods are belongs to class, not belongs to object. Inheritance will not be applicable for class members

**107.** **Can you list serialization methods?** Serialization interface does not have any methods. It is a marker interface. It just tells that your class can be Serializable.

**108.** **What is the difference between super () and this ()?** Super () is used to call super class constructor, whereas this () used to call constructors in the same class, means to call parameterized constructors.

**109.** **What is transient variable?** During serialization process, Transient variable states will not be serialized. State of the value will be always defaulted after deserialization.

**110.** **In case, there is a return at the end of try block, will execute finally block?** Yes, the finally block will be executed even after writing return statement at the end of try block. It returns after executing finally block.

**111.** **What is default value of a Boolean?** False

**112.** **What is daemon thread?** Daemon thread is a low priority thread. It runs intermittently in the background, and takes care of the garbage collection operation for the java runtime system. By calling setDaemon () method is used to create a daemon thread.

**113.** **Does each thread in java uses separate stack?** In Java every thread maintains its own separate stack. It is

Called Runtime Stack but they share the same memory.

**114.** **Find out below switch statement output.**

|  |
| --- |
| public static void main(String a[]){  int price = 6;  switch (price) {  case 2: System.out.println("It is: 2");   * default: System.out.println("It is: default"); * case 5: System.out.println("It is: 5"); * case 9: System.out.println("It is: 9");   }  } |

**115.** **Does System.exit () in try block executes code in finally block?**

|  |
| --- |
| try{  System.out.println("I am in try block");  System.exit(1);  } catch(Exception ex){  ex.printStackTrace();  } finally {  System.out.println ("I am in finally block!!!");  }  It will not execute finally block. The program will be terminated after System.exit () statement. |

**116.** **In java, are true and false keywords?** true, false, and null might seem like keywords, but they are actually

literals. You cannot use them as identifiers in your programs.

**117.** **What are the different session tracking methods?**

* **Cookies**
* **URL rewriting**
* **HttpSession**
* **Hidden form fields**

**118.** **What are the types of ResultSet?** The type of a ResultSet object determines the level of its functionality in

**Two areas: the ways in which the cursor can be manipulated**, and **how concurrent changes made to the underlying data source are reflected by the ResultSet object.** The sensitivity of a ResultSet object is determined by one of three different ResultSet types: **The default ResultSet type is TYPE\_FORWARD\_ONLY.**

**TYPE\_FORWARD\_ONLY:** The result set cannot be scrolled; its cursor moves forward only, from before the first row to after the last row. The rows contained in the result set depend on how the underlying database generates the results. That is, it contains the rows that satisfy the query at either the time the query is executed or as the rows are retrieved.

**TYPE\_SCROLL\_INSENSITIVE:** The result can be scrolled; its cursor can move both forward and backward relative to the current position, and it can move to an absolute position. The result set is insensitive to changes made to the underlying data source while it is open. It contains the rows that satisfy the query at either the time the query is executed or as the rows are retrieved.

**TYPE\_SCROLL\_SENSITIVE:** The result can be scrolled; its cursor can move both forward and backward relative to the current position, and it can move to an absolute position. The result set reflects changes made to the underlying data source whilenthe result set remains open.

**119.** **What is difference between wait and sleep methods in java?**

**sleep ():** It is a static method on Thread class. It makes the current thread into the "Not Runnable" state for specified amount of time. During this time, the thread keeps the lock (monitors) it has acquired.

**wait ():**It is a method on Object class. It makes the current thread into the "Not Runnable" state. Wait is called on an object, not a thread. Before calling wait () method, the object should be synchronized, means the object should be inside synchronized block. The call to wait () releases the acquired lock.

**120.** **What happens if one of the members in a class does not implement Serializable interface?** When you try to serialize an object which implements Serializable interface, incase if the object includes a reference of a non-Serializable object then NotSerializableException will be thrown.

**121.** **What is race condition?** A race condition is a situation in which two or more threads or processes are reading or writing some shared data, and the final result depends on the timing of how the threads are scheduled. Race conditions can lead to unpredictable results and subtle program bugs. A thread can prevent this from happening by locking an object. When an object is locked by one thread and another thread tries to call a synchronized method on the same object, the second thread will block until the object is unlocked.

**122.** **How to get current time in milli seconds?** System.currentTimeMillis () returns the current time in milliseconds.

It is a static method, returns long type.

**123.** **How can you convert Map to List?**

|  |
| --- |
| public static void main(String a[]){  Map<String, String> wordMap = new HashMap<String, String>();  Set<Entry<String, String>> set = wordMap.entrySet();  List<Entry<String, String>> list = new ArrayList<Entry<String, String>>(set);  } |

**124.** **What is strictfp keyword?** By using strictfp keyword, we can ensure that floating point operations take place precisely.

**125.** **What is System.out in Java?** Here out is an instance of PrintStream. It is a static member variable in System class. This is called standard output stream, connected to console.

**126.** **What is java static import?** By using static imports, we can import the static members from a class rather than the classes from a given package. For example, Thread class has static sleep method, below example gives an idea:

|  |
| --- |
| import static java.lang.Thread;  public class MyStaticImportTest {  public static void main(String[] a) {  try{  sleep(100);  } catch(Exception ex){    }  }  } |

**127.** **When to use String and StringBuffer?** We know that String is immutable object. We cannot change the value

Of a String object once it is initiated. If we try to change the value of the existing String object then it creates new object rather than changing the value of the existing object. So in case, we are going to do more modifications on String, then use StringBuffer. StringBuffer updates the existing objects value, rather creating new object.

**128.** **What is wrapper class in java?** Everything in java is an object, except primitives. Primitives are int, short, long, boolean, etc. Since they are not objects, they cannot return as objects, and collection of objects. To support this, java provides wrapper classes to move primitives to objects. Some of the wrapper classes are Integer, Long, Boolean, etc.

**129.** **Is Iterator a Class?** Iterator is an interface. It is not a class. It is used to iterate through each and every element in a list. Iterator is implemented Iterator design pattern.

**130.** **What is java classpath?** The classpath is an environment variable. It is used to let the compiler know where the class files are available for import.

**131.** **Can a class in java be private?** We cannot declare top level class as private. Java allows only public and default modifier for top level classes in java. Inner classes can be private.

**132.** **What is the initial state of a thread when it is started?** When the thread is created and started, initially it will be in the ready state.

**133.** **What is the super class for Exception and Error?** The super class or base class for Exception and Error is **Throwable**.

**134.** **What is Class.forName ()?** Class.forName () loads the class into the ClassLoader.

**135.** **Can interface be final?** **No**. We cannot instantiate interfaces, so in order to make interfaces useful we must create subclasses. The final keyword makes a class unable to be extended.

**136.** **What is default value of a local variables?** The local variables are not initialized to any default values. We should not use local variables without initialization. Even the java compiler throws error.

**137.** **What is local class in java?** In java, local classes can be defined in a block as in a method body or local block.

**138.** **Can we initialize uninitialized final variable?** Yes. We can initialize blank final variable in constructor, only in constructor. The condition here is the final variable should be non-static.

**139.** **Can we declare abstract method as final?** No, we cannot declare abstract method as final. We have to

Proved implementation to abstract methods in subclasses.

**140.** **Can we have finally block without catch block?** Yes, we can have finally block without catch block.

**141.** **What is call pass by value and call pass by reference?**

**Call Pass by value:** Passing a copy of the value, not the original reference. A process in which the values of the actual parameters sent by the calling function are copied to the formal parameters of the called function

**Call Pass by reference:** Passing the address of the object, so that you can access the original object. A process in which the parameters of the calling function are passed to the parameters of the called function using a address.

**142.** **Can we declare main method as private?** Yes, we can declare main method as private. It compiles without

any errors, but in runtime, it says main method is not public.

**143.** **What is the difference between preemptive scheduling and time slicing?**

**Preemptive scheduling:** The highest priority task executes until it enters the waiting or dead states or a higher priority task comes into existence.

**Time slicing:** A task executes for a predefined slice of time and then reenters the pool of ready tasks. The scheduler then determines which task should execute next, based on priority and other factors.

**144.** **Can non-static member classes (Local classes) have static members?** No, non-static member classes cannot have static members. Because, an instance of a non-static member class or local class must be created in the context of an instance of the enclosing class. You can declare constants, means static final variables.

**145.** **What are the environment variables do we need to set to run Java?** We need to set two environment variables those are **PATH** and **CLASSPATH**.

**146.** **Can you serialize static fields of a class?** Since static fields are not part of object state, they are part of class, serialization ignores the static fields.

**147.** **What is the difference between declaring a variable and defining a variable?** When variable declaration we just mention the type of the variable and its name, it does not have any reference to live object. But defining means combination of declaration and initialization. The examples are as given below:   
**Declaration: List list;   
Defining: List list = new ArrayList ();**

**148.** **Where can we use serialization?** Whenever an object has to send over the network, those objects should be serialized. Also if the state of an object is to be saved, objects need to be serialized.

**149.** **What is the purpose of Runtime and System class?** **The purpose of the Runtime class** is to provide access to the Java runtime system. The runtime information like memory availability, invoking the garbage collector, etc. **The purpose of the System class** is to provide access to system resources. It contains accessibility to standard input, standard output, error output streams, current time in millis, terminating the application, etc.

**150.** **What is the difference between static synchronized and synchronized methods?** **Static synchronized** methods synchronize on the class object. If one thread is executing a static synchronized method, all other threads trying to execute any static synchronized methods will be blocked. **Non-static synchronized methods** synchronize on this ie the instance of the class. If one thread is executing a synchronized method, all other threads trying to execute any synchronized methods will be blocked.

**151.** **What is the order of catch blocks when catching more than one exception?** When you are handling multiple catch blocks, make sure that you are specifying exception sub classes first, then followed by exception super classes. Otherwise we will get compile time error.

**152.** **What is the difference between the prefix and postfix forms of the increment (++) operator?** **The prefix form** first performs the increment operation and then returns the value of the increment operation. **The postfix form** first returns the current value of the expression and then performs the increment operation on that value. For example:   
**int count=1; System.out.println (++count); displays 2.   
int count=1; System.out.println(count++);  displays 1.**

**153.** **What is hashCode?** The hashcode of a Java Object is simply a number, it is 32-bit signed int that allows an object to be managed by a hash-based data structure. We know that hash code is a unique id number allocated to an object by JVM. If two objects are equals then these two objects should return same hash code. So we have to implement hashcode () method of a class in such way that if two objects are equals, ie compared by equal () method of that class, then those two objects must return same hash code. If you are overriding hashCode you need to override equals method also.

**154.** **What is the use of assert keyword?** Java assertion feature allows developer to put assert statements in Java source code to help unit testing and debugging. Assert keyword validates certain expressions. It replaces the if block effectively and throws an AssertionError on failure.

**155.** **What is adapter class?** An adapter class provides the default implementation of all methods in an event listener interface. Adapter classes are very useful when you want to process only few of the events that are handled by a particular event listener interface. You can define a new class by extending one of the adapter classes and implement only those events relevant to you.

**156.** **What is difference between break, continue and return statements?** **The break statement** results in the termination of the loop, it will come out of the loop and stops further iterations. **The continue statement** stops the current execution of the iteration and proceeds to the next iteration. **The return statement** takes you out of the method. It stops executing the method and returns from the method execution.

**157.** **What is the difference between while and do-while statements?** **The while statement** verifies the condition before entering into the loop to see whether the next loop iteration should occur or not. **The do-while statement** executes the first iteration without checking the condition, it verifies the condition after finishing each iteration. The do-while statement will always execute the body of a loop at least once.

**158.** **When does the compiler provides the default constructor?** The compiler provides a default constructor if no other constructors are available in the class. In case the class contains parameterized constructors, compiler doesn’t provide the default constructor.

**159.** **What are the advantages of java package?** Java packages helps to resolve naming conflicts when different packages have classes with the same names. This also helps you organize files within your project. For example, java.io package do something related to I/O and java.net package do something to do with network and so on.

**160.** **What is dynamic class loading?** Dynamic loading is a technique for programmatically invoking the functions of a class loader at run time. load classes dynamically by using **Class.forName (String className);** method, it is a static method. The static method returns the class object associated with the class name. The string className can be supplied dynamically at run time.. A **ClassNotFoundException** is thrown when an application tries to load in a class through its class name, but no definition for the class with the specified name could be found.

**161.** **Difference between shallow cloning and deep cloning of objects?**

|  |  |
| --- | --- |
| **Shallow Copy** | **Deep Copy** |
| Cloned Object and original object are not 100% disjoint. | Cloned Object and original object are 100% disjoint. |
| Any changes made to cloned object will be reflected in original object or vice versa. | Any changes made to cloned object will not be reflected in original object or vice versa. |
| Default version of clone method creates the shallow copy of an object. | To create the deep copy of an object, you have to override clone method. |
| Shallow copy is preferred if an object has only primitive fields. | Deep copy is preferred if an object has references to other objects as fields. |
| Shallow copy is fast and also less expensive. | Deep copy is slow and very expensive. |

**162.** **Can we have interfaces with no defined methods in java?** The interfaces with no defined methods act like markers. They just tell the compiler that the objects of the classes implementing the interfaces with no defined methods need to be treated differently. Marker interfaces are also known as “tag” interfaces.

**163.** **What is the difference between “==” and equals () method?** **The == (double equals)** returns true, if the variable reference points to the same object in memory. This is called “shallow comparison”. **The equals() method** calls the user implemented equals() method, which compares the object attribute values. **The equals() method** provides “deep comparison” by checking if two objects are logically equal .

**164.** **Can we have private constructor in java?** Private constructor is used if you do not want other classes to instantiate the object. Private constructors are used in singleton design pattern, factory method design pattern.

**165.** **Why do we need generics in java?**

**1) Stronger type checks at compile time**

**2) Elimination of casts**

**3) Enabling programmers to implement generic algorithms**

**166.** **How does substring () method works on a string?** **private final char value [];** String internally defines two private variables called offset and count to manage the char array. The declarations can be as shown below:

**/\*\* the offset is the first index of the storage that is used. \*/ private final int offset;   
/\*\* the count is the number of characters in the String. \*/ private final int count;**

Every time we create a substring from any string object, substring () method assigns the new values of offset and count variables. The internal char array is unchanged. This is a possible source of memory leak if substring () method is used without care.

**167.** **What is difference between Lambda Expression and Anonymous class?** In the anonymous classes, ‘this’ keyword resolves to anonymous class itself, whereas for lambda expression ‘this’ keyword resolves to enclosing class where lambda expression is written. **Another difference between lambda expression** **and anonymous class** is in the way these two are compiled. Java compiler compiles lambda expressions and convert them into private method of the class.

**168.** **What is functional interface in java?** Functional Interface is an interface with just one abstract method declared in it. **Runnable interface is an example of a Functional Interface**. It has only run () method declared in it.Lambda expression works on functional interfaces to replace anonymous classes.**@FunctionalInterface** is interface declaration is intended to be a functional interface as defined by the Java Language Specification. **@FunctionalInterface** can be used for compiler level errors when the interface you have annotated is not a valid Functional Interface.

**169.** **What is the difference between HTTP methods GET and POST?** When you use **GET method**, the data will be sent to the server as a query parameters. These are appended to the URL as a key value pair. URL character length is limited, so you cannot use it if you are sending large data. GET is recommended to use for querying information from server, kind of search operations. GET requests should never be used when dealing with sensitive data.

**POST method** sends data as part of HTTP message body, data sent to the server, will not be visible to the user. POST requests cannot be cached. It does not have any character length restrictions. POST is recommended to submit data to be processed to a specified resource.

**170.** **What is difference between CountDownLatch and CyclicBarrier in Java?** Both CyclicBarrier and CountDownLatch are used to implement a scenario where one Thread waits for one or more Thread to complete their job before starts processing. **The differences are:**

**1)** CyclicBarrier is reusable, CountDownLatch is not.  
**2)** Both CyclicBarrier and CountDownLatch wait for fixed number of threads.  
**3)** CountDownLatch is advance able but CyclicBarrier is not.

**171.** **Can Enum extend any class in Java?** Enum cannot extend any class in java, the reason is by default, Enum extends abstract base class java.lang.Enum.

**172.** **Can Enum implements any interface in Java?** Yes, Enum can implement any interface in Java. Since enum is a type, similar to any other class and interface, it can implement any interface in java. This gives lot of flexibility in some cases to use Enum to implement some other behavior.

**173.** **Can we have constructor in abstract class?** The answer is YES, we can have. You can either explicitly provide constructor to abstract class or if you don't, compiler will add default constructor of no argument in abstract class. This is true for all classes and it’s also applies on abstract class.

**174.** **What is stream pipelining in Java 8?** Stream pipelining is the concept of chaining operations together. This is done by splitting the operations that can happen on a stream into two categories. They are **"intermediate operations"** and **"terminal operations".** Each intermediate operation returns an instance of Stream itself when it runs, an arbitrary number of intermediate operations can, therefore, be set up to process data forming a processing pipeline. There must then be a terminal operation which returns a final value and terminates the pipeline.

**175. Why do we need to implement a method within the interface?** Let's say you have an interface which has multiple methods, and multiple classes are implementing this interface. One of the method implementation can be common across the class, we can make that method as a default method, so that the implementation is common for all classes.

**176. How to work with existing interfaces?** Second scenario where you have already existing application, for a new requirements we have to add a method to the existing interface. If we add new method then we need to implement it throughout the implementation classes. By using the **default** method we can add a default implementation of that method which resolves the problem.

**177. When working with multiple inheritance:** If we have two interfaces, one with default method and another with just method signature (normal way of defining method in the interfaces).

**178.** **What are the various ways to obtain Streams in Java-8?**

1. From a Collection via the stream () and parallelStream () methods.
2. From an array via Arrays.stream (Object []).
3. From static factory methods on the stream classes, such as Stream.of (Object []), IntStream.range (int, int) or Stream.iterate (Object, UnaryOperator).
4. The lines of a file can be obtained from BufferedReader.lines ().
5. Streams of file paths can be obtained from methods in Files.
6. Streams of random numbers can be obtained from Random.ints ().
7. Numerous other stream-bearing methods in the JDK, including BitSet.stream (), Pattern.splitAsStream (java.lang.CharSequence), and JarFile.stream ().

**179.** **List Java-8 Streams intermediate operations.** Java 8 Stream intermediate operations return another Stream which allows you to call multiple operations in a form of a query. Stream intermediate operations do not get executed until a terminal operation is invoked. All Intermediate operations are lazy, so they’re not executed until a result of a processing is actually needed.

1. filter()
2. map()
3. flatMap()
4. distinct()
5. sorted()
6. peek()
7. limit()
8. skip()

**180.** **List Java-8 Streams terminal operations.** Java-8 Stream terminal operations produces a non-stream, result such as primitive value, a collection or no value at all. Terminal operations are typically preceded by intermediate operations which return another

1. toArray()
2. collect()
3. count()
4. reduce()
5. forEach()
6. forEachOrdered()
7. min()
8. max()
9. anyMatch()
10. allMatch()
11. noneMatch()
12. findAny()
13. findFirst()

**182.** **Can we reuse Java-8 Streams?** A stream should be operated on only once. A stream implementation may throw IllegalStateException if it detects that the stream is being reused. So the answer is no, streams are not meant to be reused.

**183.** **What is the difference between Closure and Lambda in Java 8?**

A ***lambda*** is just an anonymous function - a function defined with no name. In some languages, they are equivalent to named functions. In fact, the function definition is re-written as binding a lambda to a variable internally.

A ***closure*** is a function that is evaluated in its own environment, which has one or more bound variables that can be accessed when the function is called. They come from the functional programming world, where there are a number of concepts in play. Closures have the ability to interact with variables from the outside environment of where the closure is defined.

**184.** **Does Java 8 Lambda supports recursive call?** In general, Lambda implementations are mostly anonymous functions. In recursion, a method calls itself. Since anonymous function doesn’t have a name, it cannot be called by itself. That means an anonymous Lambda cannot be called by itself.

**185.** **Can Java 8 default methods override equals, hashCode and toString?** The methods declared in java.lang.Object class cannot be override in Java 8 default methods. It is forbidden to define default methods in interfaces for methods in java.lang.Object.

**186.** **What is javac?** It produces the java byte code from \*.java file. It is the intermediate representation of your source code that contains instructions.

**187.** **What is class?** Class is nothing but a template that describes the data and behavior associated with instances of that class

**188.** **Different Data types in Java.**

1. byte – 8 bit (are esp. useful when working with a stream of data from a network or a file).
2. short – 16 bit
3. char – 16 bit Unicode
4. int – 32 bit (whole number)
5. float – 32 bit (real number)
6. long – 64 bit (Single precision)
7. double – 64 bit (double precision)

**189.** **What is Unicode?** Java uses Unicode to represent the characters. Unicode defines a fully international character set that can represent all of the characters found in human languages.

**190. What are Literals?** A literal is a value that may be assigned to a primitive or string variable or passed as an argument to a method.

**191.** **Dynamic Initialization?** Java allows variables to be initialized dynamically, using any expression valid at the time the variable is declared.

**192.** **What is Type casting in Java?** To create a conversion between two incompatible types, we must use a cast. There are two types of casting in java: automatic casting (done automatically) and explicit casting (done by programmer).

**193.** **How can I put all my classes and resources into one file and run it?** Use a JAR file. Put all the files in a JAR, then run the app like this: **Java -jar [-options] jarfile [args...]**

**194.** **java.lang.\* get imported by default. For using String and Exception classes, you don’t need to explicitly import this package. The major classes inside this package are**

1. Object class
2. Data type wrapper classes
3. Math class
4. String class
5. System and Runtime classes
6. Thread classes
7. Exception classes
8. Process classes
9. Class classes

**195.** **Can a constructor call another constructor?** Yes. A constructor can call another constructor of same class using this keyword. For e.g. this () calls the default constructor. Note: this () must be the first statement in the calling constructor.

**196.** **Can a constructor call the constructor of parent class?** Yes. In fact it happens by default. A child class constructor always calls the parent class constructor. However we can still call it using super keyword. For e.g. super () can be used for calling super class default constructor. Note: super () must be the first statement in a constructor.

**197.** **What is the difference between import java.util.Date and java.util.\*?** The star form (java.util.\*) includes all the classes of that package and that may increase the compilation time – especially if you import several packages. However it doesn’t have any effect run-time performance.

**198.** **What are two different ways to call garbage collector?** System.gc () OR Runtime.getRuntime ().gc ().

**199.** **Can static block throw exception?** Yes, A static block can throw exceptions. It has its own limitations: It can throw only Runtime exception (Unchecked exceptions), In order to throw checked exceptions you can use a try-catch block inside it.

**200.** **ClassNotFoundException vs NoClassDefFoundError?**

1) ClassNotFoundException occurs when loader could not find the required class in class path.

2) NoClassDefFoundError occurs when class is loaded in classpath, but one or more of the class which are required by other class, are removed or failed to load by compiler.

**201.** **What is a Java Bean?** A JavaBean is a Java class that follows some simple conventions including conventions on the names of certain methods to get and set state called Introspection. Because it follows conventions, it can easily be processed by a software tool that connects Beans together at runtime. JavaBeans are reusable software components.

**202.** **What is Multithreading?** It is a process of executing two or more part of a program simultaneously. Each of these parts is known as threads. In short the process of executing multiple threads simultaneously is known as multithreading.

**203.** **What is the main purpose of having multithread environment?** Maximizing CPU usage and reducing CPU idle time

**204.** **Explain yield and sleep?**

**yield () –** It causes the currently executing thread object to temporarily pause and allow other threads to execute.

**sleep () –** It causes the current thread to suspend execution for a specified period. When a thread goes into sleep state it doesn’t release the lock.

**205. What does join ( ) method do?** if you use join() ,it makes sure that as soon as a thread calls join, the current thread(yes, currently running thread) will not execute unless the thread you have called join is finished.

**206.** **Can we call run () method of a Thread class?** Yes, we can call run () method of a Thread class but then it will behave like a normal method. To actually execute it in a Thread, you should call Thread.start () method to start it.

**207. What is Starvation?** Starvation describes a situation where a thread is unable to gain regular access to shared resources and is unable to make progress. This happens when shared resources are made unavailable for long periods by “greedy” threads. For example, suppose an object provides a synchronized method that often takes a long time to return. If one thread invokes this method frequently, other threads that also need frequent synchronized access to the same object will often be blocked.

**208. What is deadlock?** Deadlock describes a situation where two or more threads are blocked forever, waiting for each other.

**209.** **What is Serialization and de-serialization?** Serialization is a process of converting an object and its attributes to the stream of bytes. De-serialization is recreating the object from stream of bytes; it is just a reverse process of serialization.

**210. Do we need to implement any method of Serializable interface to make an object Serializable?** No. In order to make an object Serializable we just need to implement the interface Serializable. We don’t need to implement any methods.

**211. What is toString () method in Java?** The toString () method returns the string representation of any object.

**212.** **What is the difference between an Inner Class and a Sub-Class?** An **Inner class** is a class which is nested within another class. An Inner class has access rights for the class which is nesting it and it can access all variables and methods defined in the outer class. **A sub-class** is a class which inherits from another class called super class. Sub-class can access all public and protected methods and fields of its super class.

**213.** **What is a singleton class? Give a practical example of its usage.** A singleton class in java can have only one instance and hence all its methods and variables belong to just one instance. Singleton class concept is useful for the situations when there is a need to limit the number of objects for a class. The best example of singleton usage scenario is when there is a limit of having only one connection to a database due to some driver limitations or because of any licensing issues.

**214.** **What is ternary operator? Give an example.** Ternary operator, also called conditional operator is used to decide which value to assign to a variable based on a Boolean value evaluation. It’s denoted as?

|  |
| --- |
| public class conditionTest {  public static void main(String args[]) {  String status;  int rank = 3;  status = (rank == 1) ? "Done" : "Pending";  System.out.println(status);  }  } |

**215.** **How garbage collection is done in Java?** In java, when an object is not referenced any more, garbage collection takes place and the object is destroyed automatically. For automatic garbage collection java calls either System.gc () method or Runtime.gc () method.

**216.** **In multi-threading how can we ensure that a resource isn’t used by multiple threads simultaneously?**

In multi-threading, access to the resources which are shared among multiple threads can be controlled by using the concept of synchronization. Using synchronized keyword, we can ensure that only one thread can use shared resource at a time and others can get control of the resource only once it has become free from the other one using it.

**217.** **How can we make copy of a java object?** We can use the concept of cloning to create copy of an object. Using clone, we create copies with the actual state of an object. Clone () is a method of Cloneable interface and hence, Cloneable interface needs to be implemented for making object copies

**218. Describe different states of a thread.** A thread in Java can be in either of the following states:

* Ready: When a thread is created, it’s in Ready state.
* Running: A thread currently being executed is in running state.
* Waiting: A thread waiting for another thread to free certain resources is in waiting state.
* Dead: A thread which has gone dead after execution is in dead state.

**219. In Java thread programming, which method is a must implementation for all threads?** Run () is a method of Runnable interface that must be implemented by all threads.

**220.** **I want to control database connections in my program and want that only one thread should be able to make database connection at a time. How can I implement this logic?** This can be implemented by use of the concept of synchronization. Database related code can be placed in a method which has synchronized keyword so that only one thread can access it at a time.

**221.** **How can an exception be thrown manually by a programmer?** In order to throw an exception in a block of code manually, throw keyword is used. Then this exception is caught and handled in the catch block.

|  |
| --- |
| public void topMethod(){  try{  excMethod();  }catch(ManualException e){ }  }  public void excMethod{  String name=null;  if(name == null){  throw (new ManualException("Exception thrown manually ");  }  } |

**222. I want my class to be developed in such a way that no other class (even derived class) can create its objects. How can I do so?** If we declare the constructor of a class as private, it will not be accessible by any other class and hence, no other class will be able to instantiate it and formation of its object will be limited to itself only.

**223.** **How objects are stored in Java?** In java, each object when created gets a memory space from a heap. When an object is destroyed by a garbage collector, the space allocated to it from the heap is re-allocated to the heap and becomes available for any new objects.

**224.** **How can we find the actual size of an object on the heap?** In java, there is no way to find out the exact size of an object on the heap.

**225.** **Which of the following classes will have more memory allocated?**

**Class A: Three methods, four variables, no object**

**Class B: Five methods, three variables, no object**

Memory isn’t allocated before creation of objects. Since for both classes, there are no objects created so no memory is allocated on heap for any class.

**226.** **What happens if an exception is not handled in a program?** If an exception is not handled in a program using try catch blocks, program gets aborted and no statement executes after the statement which caused exception throwing.

**227. I have multiple constructors defined in a class. Is it possible to call a constructor from another constructor’s body?** If a class has multiple constructors, it’s possible to call one constructor from the body of another one using this ().

**228.** **What’s meant by anonymous class?** An anonymous class is a class defined without any name in a single line of code using new keyword.

|  |
| --- |
| public java.util.Enumeration testMethod() {  return new java.util.Enumeration() {  @Override  public boolean hasMoreElements() {  // TODO Auto-generated method stub  return false;  }  @Override  public Object nextElement() {  // TODO Auto-generated method stub  return null;  }  } |

**229.** **If an application has multiple classes in it, is it okay to have a main method in more than one class?** If there is main method in more than one classes in a java application, it won’t cause any issue as entry point for any application will be a specific class and code will start from the main method of that particular class only.

**230.** **I want to persist data of objects for later use. What’s the best approach to do so?** The best way to persist data for future use is to use the concept of serialization.

**231.** **String and StringBuffer both represent String objects. Can we compare String and StringBuffer in Java?**

Although String and StringBuffer both represent String objects, we can’t compare them with each other and if we try to compare them, we get an error.

**232.** **Which API is provided by Java for operations on set of objects?** Java provides a Collection API which provides many useful methods which can be applied on a set of objects. Some of the important classes provided by Collection API include ArrayList, HashMap, TreeSet and TreeMap.

**233.** **Can we cast any other type to Boolean Type with type casting?** No, we can neither cast any other primitive type to Boolean data type nor can cast Boolean data type to any other primitive data type.

**234.** **Can we use different return types for methods when overridden?** The basic requirement of method overriding in Java is that the overridden method should have same name, and parameters. But a method can be overridden with a different return type as long as the new return type extends the original.

|  |
| --- |
| Class B extends A{  A method(int x){  //original method  }  B method(int x){  //overridden method  }  } |

**235.** **What’s the order of call of constructors in inheritance?** In case of inheritance, when a new object of a derived class is created, first the constructor of the super class is invoked and then the constructor of the derived class is invoked.

**236.** **Can we mark constructors final? No, declaring the constructor as final is not possible.**

**237.** **Describe synchronization with respect to multi-threading.** Synchronization is the method to control the access of multiple threads to shared resources, with respect to multi-threading. One thread can modify a shared variable when not in synchronization even when another thread is in the process of using or updating the same shared variable. This can lead to significant errors.

**238. What happens when the static modifier is removed from the signature of the main () method?** When the static modifier is removed from the signature of the main () method, the Program compiles but at runtime throws an error “NoSuchMethodError”.

**239.** **What is the first argument of the String array in main () method?** The string array in main () has no element, the String array is empty.

**240.** **What do you mean by Platform Independence?** Platform Independence provides feasibility to run and compile the program in one platform and execute the program on any other platform.

**241. What is a numeric promotion?** Numeric promotions of a numeric operator are used for the conversion of the operands into a common type. In order to perform calculation easily, numeric promotion, conversion is performed.

1. It is the conversion of a smaller numeric type to a larger numeric type so that integer and floating-point operations can be performed over it.
2. Here byte, char, and short values are converted to int values.
3. The int values are converted to long values, and the long and float values are converted to double values.

**242.** **What is false sharing in the context of multi-threading?** On multi-core systems, false sharing is one of the well-known performance issues. Here each process has its local cache. When threads on different processor, modify variables false sharing occurs, that resides on the same cache line. As the thread may access different global variables completely, false sharing can be hard to detect.

**243.** **What are the methods used to implement for the key Object in HashMap?** Equals and hash code methods are to be implemented In order to use any object as Key in Hash Map, in Java.

**244.** **What is a JIT compiler?** Just-In-Time (JIT) compiler is used to improve the performance. JIT compiles parts of the bytecode that has similar functionality which in turn reduces the amount of time needed for compilation. The term “compiler” here refers to a translator from the instruction set of a Java virtual machine (JVM) to the instruction set of a specific CPU.

**245. What are the advantages of using exception handling?** Exception handling provides the following advantages over "traditional" error management techniques:-

1. Separating Error Handling Code from "Regular" Code.
2. Propagating Errors Up the Call Stack.
3. Grouping Error Types and Error Differentiation.

**246.** **Why Errors are Not Checked?** An unchecked exception classes which are the error classes (Error and its subclasses) are exempted from compile-time checking because they can occur at many points in the program and recovery from them is difficult or impossible. A program declaring such exceptions would be pointlessly.

**247. What are the different ways to handle exceptions?** There are two ways to handle exceptions:

1. Wrapping the desired code in a try block followed by a catch block to catch the exceptions.
2. List the desired exceptions in the throws clause of the method and let the caller of the method handle those exceptions.

**248.** **What is busy spin, and why should you use it?** Busy spin is known as one of the techniques to wait for events without freeing CPU. This is often done to avoid losing data in CPU cache, which could get lost if the thread is paused and resumed in some other core. This is only valuable if you need to wait for a short amount of time, e.g. in microseconds or nanoseconds.

**249.** **LMAX Disruptor frameworks**, a high-performance inter-thread messaging library has a BusySpinWait Strategy, which is centered on this model and uses a busy spin loop for EventProcessors waiting on the barrier.

**250.** **How do you take thread dump in Java?** In Windows, you can press **Ctrl + Break.** This will instruct JVM to print thread dump in standard out, and it may go to console or log file depending on your application configuration.

**251. Describe what a thread-local variable is in Java?** Thread-local variables are variables restricted to a thread. It is like thread’s own copy which is not shared between a multitudes of threads. Java offers a ThreadLocal class to upkeep thread-local variables. This is one of the many ways to guarantee thread-safety.

**252.** **What’s the difference between Callable and Runnable?** Both of these are interfaces used to carry out task to be executed by a thread. Callable can return a value, while Runnable cannot. Callable can throw a checked exception, while Runnable cannot. Runnable has been around since Java 1.0, while Callable was introduced as part of Java 1.5.

**253.** **What do the Thread.class methods run () and start () do?** Thread.run () will execute in the calling thread, i.e. a new thread is not created, the code is executed synchronously. Thread.start () will execute the same code, but in a new asynchronous thread.

**254.** **Is it possible to cast an int value into a byte variable? What would happen if the value of int is larger than byte?** Yes, it is possible but int is 32 bit long in Java, while byte is 8 bit long in Java. Therefore when you can cast an int to byte higher, 24 bits are gone and a byte can only hold a value between -128 to 128.

**255.** **Which class contains method: Cloneable or Object?** Java.lang.Cloneable is marker interface and does not contain at all any method. Clone method is well-defined in the object class. Remember that clone () is a native method

**256.** **Is ++ operator thread-safe in Java?** ++ is not thread-safe in Java because it involves multiple commands such as reading a value, implicating it, and then storing it back into memory. This can be overlapped between multiple threads.

**257.** **Is it possible to store a double value in a long variable without casting?** No, it is not possible to store a double value into a long variable without casting since the range of double is more, meaning you would need to type cast.

**258. Which one will take more memory: an int or Integer?** An integer object will take more memory as it stores metadata overhead about the object. An int is primitive, therefore it takes less space.

**259.** **What is constructor chaining in Java?** Constructor chaining in Java is when you call one constructor from another. This generally occurs when you have multiple, overloaded constructor in the class.

**260.** **What is the size of int in 64-bit JVM?** The size of an int variable is constant in Java, it is always 32-bit regardless of platform. This means the size of primitive int is identical in both 32-bit and 64-bit Java Virtual Machine.

**261. What is the size of an int variable in 32-bit and 64-bit JVM?** The size of int is identical in both 32-bit and 64-bit JVM, and it is always 32-bits or 4 bytes.

**262. How does WeakHashMap work?** WeakHashMap operates like a normal HashMap but uses WeakReference for keys. Meaning if the key object does not devise any reference then both key/value mapping will become appropriate for garbage collection.

**263. How do you identify if JVM is 32-bit or 64-bit from Java Program?** This can be identified by checking some system properties such as **sun.arch.data.model or os.arch.**

**264.** **Explain Java Heap Space: -** When a Java process has started using Java command, memory is distributed to it. Part of this memory is used to build heap space, which is used to assign memory to objects every time they are formed in the program.

**265.** **How do you locate memory usage from a Java program? How much of the percent is used?** You can use memory related methods from java.lang.Runtime class to get the free memory, total memory and maximum heap memory in Java. From using these methods, you can find out how much percent of the heap is used and how much heap space is outstanding. **Runtime.freeMemory ()** return the amount of free memory in bytes, **Runtime.totalMemory ()** returns the total memory in bytes **and Runtime.maxMemory ()** returns the maximum memory in bytes.

**266.** **What is the difference between Stack and Heap in Java?**

1. Heap memory is used by all the parts of the application whereas stack memory is used only by one thread of execution.
2. Whenever an object is created, it’s always stored in the Heap space and stack memory contains the reference to it. Stack memory only contains local primitive variables and reference variables to objects in heap space.
3. Memory management in stack is done in LIFO manner whereas it’s more complex in Heap memory because it’s used globally.

**267.** **What is a.hashCode () used for? How is it related to a.equals (b)?** HashCode () method returns an int hash value corresponding to an object. It is used in hash-based collection classes. It is very closely related to equals () method. Two objects which are identical to each other using equals () method needs to have the same hash code.

**268.** **What happens when a finally block has a return statement?** The returned value will override any value returned by the corresponding try block.

**269.** **What is the difference between poll () and remove () method?** Both poll () and remove () take out the object from the Queue but if poll () fails, then it returns null. However, if remove () fails, it throws exception.

**270.** **Is it possible for two unequal objects to have the same hashcode?** Yes, two unequal objects can have the same hashcode. This is why collision can occur in HashMap. The equal hashcode contract only says that two equal objects must have the identical hashcode, but there is no indication to say anything about the unequal object.

**271.** **How do you test static method?** PowerMock library can be used to test static methods in Java.

**272.** **What is the difference between @Before and @BeforeClass annotation?** The code marker **@Before** is executed before each test, while **@BeforeClass** runs once before the entire test fixture. If your text class has ten tests, **@Before** code will be executed ten times, but **@BeforeClass** will be executed only once. In general, you would use **@BeforeClass** when numerous tests are required to share the same computationally expensive setup code. Starting a database connection falls into this category. You are able to move code from **@BeforeClass into @Before,** but your test run may be delayed**. BeforeClass** is run as static initializer, therefore it will run before the class instance of your test fixture is created.

**273.** **What’s the difference between unit, integration and functional testing? A unit tests** a small isolated piece of code such as a method. It doesn’t interact with any other systems such as a database or another application**. An integration test** tests how your code plays with other systems, such as a database, a cache or a third-party application. **A functional test** is the testing of the complete functionality of an application. This may involve the use of an automated tool to carry out more complex user interactions with your system. It tests certain flows/use cases of your application.

**274.** **What is the difference between state-based unit testing and interaction-based unit testing? State-based unit testing** tests that the resulting state of a piece of code under test is as expected. **Interaction-based testing** tests that the piece of code under tests followed a certain flow or invoked certain methods as expected.

**275. Explain Liskov Substitution Principle.** According to the Liskov Substitution Principle, Subtypes must be appropriate for super type i.e. methods or functions which use super class type must be able to work with object of subclass with no issues. LSP is closely related to Single Responsibility Principle and Interface Segregation Principle. If a class has more functionality, then subclass might not upkeep some of the functionality and does violate LSP.

**276.** **What is Adapter pattern and when would you use it?** Adapter pattern provides interface conversion. For example, if your client is using some interface but you have something else, you can write an adapter to bridge them together.

**277.** **What is the difference between Adapter and Decorator pattern?** The adapter pattern is used to bridge the gap in the middle of two interfaces, but Decorator pattern is used to add an extra level of indirection to support distributed, controlled or intelligent access.

**278.** **What is Template method pattern?** Template pattern provides an outline of an algorithm and lets you configure or customize its steps. For example, you are able to view a sorting algorithm as a template to sort object. It describes steps for sorting but lets you arrange how to associate them using Comparable or something comparable in another language. This pattern uses double dispatch to supplement another level of indirection.

**279.** **What is the difference between nester static class and top-level class? A public top-level** class must have the same name as the name of the source file – there is no obligation for nested static class. **A nester static class** is at all times inside a top-level class and you need to use the name of the top-level class to refer nested static class. For example, HashMap.Entry is a nester static class, whereby HashMap is a top-level class and Entry is a nested static class.

**280. Is it possible to write a regular expression to check if String is a number?** A numeric String is only able to contain digits i.e. 0-9 and +/- sign. By using this information, you can write following regular expression to check if given String is number or not.

**281. What is the difference between Serializable and Externalizable in Java?** Serializable interface is used to make Java classes Serializable so that they can be transmitted over the network or their state can be kept on disk. However, it influences default serialization built-in JVM, which is pricey, fragile, and unsecured. Externalizable lets you fully control the Serialization process, identify a customer binary format and enhance security measure.

**282. What is the difference between DOM and SAX parser in Java?** DOM parser loads the whole XML into memory to create a tree-based DOM model. This helps it quickly locate nodes and make a change in the structure of XML. SAX parser is an event based parser and does not load the whole XML into memory. For this reason, DOM is quicker than SAX but it needs more memory and is not fitting to parse large XML files.

**283.** **What are the important features of Java 5 release?**

1. Generics
2. Enhanced for Loop
3. Autoboxing/Unboxing
4. Typesafe Enums
5. Varargs
6. Static Import
7. Metadata (Annotations)
8. Instrumentation

**284.** **Explain 5 features introduced in JDK 1.6.**

1. Scripting Language Support
2. JDBC 4.0 API
3. Java Compiler API
4. Pluggable Annotations
5. Native PKI, Java GSS, Kerberos and LDAP support.
6. Integrated Web Services.
7. Lot more enhancements.

**285.** **Explain 5 features introduced in JDK 1.7.**

1. Strings in switch Statement
2. Type Inference for Generic Instance Creation
3. Multiple Exception Handling
4. Support for Dynamic Languages
5. Try with Resources
6. Java nio Package
7. Binary Literals, underscore in literals
8. Diamond Syntax
9. Automatic null Handling

**286. Explain 5 features introduced in JDK 1.8.**

1. Lambda Expressions
2. Pipelines and Streams
3. Date and Time API
4. Default Methods
5. Type Annotations
6. Nashhorn JavaScript Engine
7. Concurrent Accumulators
8. Parallel operations
9. PermGen Error Removed
10. TLS SNI

**287.** **What are the important features of Java 9 release?**

1. Java 9 REPL (JShell)
2. Java 9 Module System
3. Factory Methods for Immutable List, Set, Map and Map.Entry
4. Private methods in Interfaces
5. Reactive Streams
6. GC (Garbage Collector) Improvements

**288.** **What are the important features of Java 10 release?** **Java 10 is mostly a maintenance release**

1. [Local-Variable Type Inference](https://www.journaldev.com/19871/java-10-local-variable-type-inference)
2. Enhance java.util.Locale and related APIs to implement additional Unicode extensions of BCP 47 language tags.
3. Enable the HotSpot VM to allocate the Java object heap on an alternative memory device, such as an NV-DIMM, specified by the user.
4. Provide a default set of root Certification Authority (CA) certificates in the JDK.

**289. What is the difference between Object Oriented Programming and Object Based Programming? Object oriented programming** supports all the usual OOP features such as inheritance and polymorphism. It also has no built in objects. **Object based programming** does not support inheritance or polymorphism and does have some built in objects.

**289.** **What is Java Annotations?** Java Annotations provide information about the code and they have no direct effect on the code they annotate. Annotation is metadata about the program embedded in the program itself. It can be parsed by the annotation parsing tool or by compiler. We can also specify annotation availability to either compile time only or till runtime also. Java Built-in annotations are @Override, @Deprecated and @SuppressWarnings.

**290.** **What is the use of System class?** Java System Class is one of the core classes. One of the easiest way to log information for debugging is System.out.print () method. System class is final so that we can’t subclass and override its behavior through inheritance. System class doesn’t provide any public constructors, so we can’t instantiate this class and that’s why all of its methods are static.

**291.** **What is instanceof keyword?** We can use instanceof keyword to check if an object belongs to a class or not. We should avoid it’s usage as much as possible.

|  |
| --- |
| public static void main(String args[]){  Object str = new String("abc");  if(str instanceof String){  System.out.println("String value:"+str);  }  if(str instanceof Integer){  System.out.println("Integer value:"+str);  }  } |

**292. What is considered as a web component?** Java Servlet and Java Server Pages technology components are web components. Servlets are Java programming language that dynamically receives requests and makes responses. JSP pages execute as servlets but allow a more natural approach to creating static content.

**293. What is JSF?** JavaServer Faces (JSF) is a user interface (UI) designing framework for Java web applications. JSF provides a set of reusable UI components, a standard for web applications. JSF is based on MVC design pattern. It automatically saves the form data to the server and populates the form date when display on the client side.

**294. Define connection pooling?** Connection pooling is a mechanism reuse the connection which contains the number of already created object connection. So, whenever it is necessary for an object, this mechanism is used to get objects without creating it.

**295. What is a thin client?** A thin client is a program interface to the application that does not have any operations like the query of databases, execute complex business rules, or connect to legacy applications.

**296. Differentiate between .ear, .jar and .war files.**

**.jar files:** These files are with the .jar extension. The .jar files contain the libraries, resources and accessories files like property files.

**.war files:** These files are with the .war extension. The .war file contains JSP, HTML, JavaScript and other files necessary for the development of web applications.

**.ear files:** The .ear file contains the EJB modules of the application.

**297. What will happen when you compile and run the following code?**

|  |
| --- |
| public class MyClass {  public static void main(String args[]){  int array[]=new int[]{1,2,3};  System.out.println(array [1]);  }  }  **Answer: Compiled and shows output : 2** |

**298. How to Create Object without using the keyword “new” in java?** Without new, the Factory methods are used to create objects for a class. For example **Calendar c=Calender.getInstance ();**

**299. What are POJOs and what’s their significance?** POJOs (Plain Old Java Objects) are java beans with proper getter and setter methods for each and every properties. Use of POJOs instead of simple java classes results in an efficient and well-constructed code.

**300. Explain what is Maven? How does it work?** Maven is a project management tool. It provides the developer a complete build lifecycle framework. On executing Maven commands, it will look for POM file in Maven; it will run the command on the resources described in the POM.

**301. List out what are the aspects does Maven Manages?** Maven handles following activities of a developer

• Build  
• Documentation  
• Reporting  
• Dependencies  
• SCMs  
• Releases  
• Distribution  
• Mailing list

**302. Mention the three build lifecycle of Maven?**

• **Clean:** Cleans up artifacts that are created by prior builds  
• **Default (build):** Used to create the application  
• **Site:** For the project generates site documentation

**303. Explain what is POM?** In Maven, POM (Project Object Model) is the fundamental unit of work. It is an XML file which holds the information about the project and configuration details used to build a project by Maven.

**304. Explain what is Maven artifact?** Usually an artifact is a JAR file which gets arrayed to a Maven repository. One or more artifacts a maven build produces such as compiled JAR and a sources JAR.

Each artifact includes a group ID, an artifact ID and a version string.

**305. Explain what is Maven Repository? What are their types?** A Maven repository is a location where all the project jars, library jars, plugins or any other particular project related artifacts are stored and can be easily used by Maven.Their types are **local, central and remote**

**306. Why Maven Plugins are used?** Maven plugins are used to  
• Create a jar file  
• Create war file  
• Compile code files  
• Unit testing of code  
• Documenting projects  
• Reporting

**307. List out the dependency scope in Maven?** The various dependency scope used in Maven are:

• **Compile:** It is the default scope, and it indicates what dependency is available in the classpath of the project  
• **Provided:** It indicates that the dependency is provided by JDK or web server or container at runtime  
• **Runtime:** This tells that the dependency is not needed for compilation but is required during execution  
• **Test:** It says dependency is available only for the test compilation and execution phases  
• **System:** It indicates you have to provide the system path  
• **Import:** This indicates that the identified or specified POM should be replaced with the dependencies in that POM’s section

**310. Mention how profiles are specified in Maven?** Profiles are specified in Maven by using a subset of the elements existing in the POM itself.

**311. Explain how you can exclude dependency?** By using the exclusion element, dependency can be excluded

**312. Mention the difference between Apache Ant and Maven?**

• Ant is a toolbox – Maven is a framework  
• Ant does not have formal conventions like project directory structure – Maven has conventions  
• Ant is procedural; you have to tell to compile, copy and compress – Maven is declarative ( information on what to make & how to build)  
• Ant does not have lifecycle; you have to add sequence of tasks manually – Maven has a lifecycle  
• Ant scripts are not reusable – Maven plugins are reusable

**313. In Maven what are the two setting files called and what are their location?** In Maven, the setting files are called settings.xml, and the two setting files are located at

• **Maven installation directory:** $M2\_Home/conf/settings.xml  
• **User’s home directory:** ${ user.home }/ .m2 / settings.xml

**314. List out what are the build phases in Maven?** Build phases in Maven are

• Validate  
• Compile  
• Test  
• Package  
• Install  
• Deploy

**315. List out the build, source and test source directory for POM in Maven?**

• Build = Target  
• Source = src/main/java  
• Test = src/main/test

**316. Where do you find the class files when you compile a Maven project?** ${basedir}/target/classes/.

**317. Explain what would the “jar: jar” goal do?** jar: jar will not recompile sources; it will imply just create a JAR from the target/classes directory considering that everything else has been done

**318. List out what are the Maven’s order of inheritance?** The maven’s order of inheritance is

• Parent Pom  
• Project Pom  
• Settings  
• CLI parameters

**319. For POM what are the minimum required elements?** The minimum required elements for POM are project root, modelVersion, groupID, artifactID and version

**320. Explain how you can produce execution debug output or error messages?** To produce execution debug output you could call Maven with X parameter or e parameter

**321. Explain how to run test classes in Maven?** To run test classes in Maven, you need surefire plugin, check and configure your settings in setting.xml and pom.xml for a property named “test.”

**322. Explain what is REST and RESTFUL?** REST represents REpresentational State Transfer; it is a relatively new aspect of writing web API. RESTFUL is referred for web services written by applying REST architectural concept are called Restful services, it focuses on system resources and how state of resource should be transported over HTTP protocol to different clients written in different language.  In RESTFUL web service HTTP methods like GET, POST, PUT and DELETE can be used to perform CRUD operations.

**323. Explain the architectural style for creating web API?** The architectural style for creating web api are

1. HTTP for client server communication
2. XML/JSON as formatting language
3. Simple URI as the address for the services
4. Stateless communication

**324. Mention what tools are required to test your web API?** SOAPUI tool for SOAP WS and Firefox “poster” plugin for RESTFUL services.

**325. Mention what are the HTTP methods supported by REST?** HTTP methods supported by REST are:

1. **GET:** It requests a resource at the request URL. It should not contain a request body as it will be discarded. Maybe it can be cached locally or on the server.
2. **POST:** It submits information to the service for processing; it should typically return the modified or new resource
3. **PUT:** At the request URL it update the resource
4. **DELETE:** At the request URL it removes the resource
5. **OPTIONS:** It indicates which techniques are supported
6. **HEAD:** About the request URL it returns meta information

**326. Mention whether you can use GET request instead of PUT to create a resource?** No, you are not supposed to use POST or GET.  GET operations should only have view rights

**327. Mention what are resources in a REST architecture?** Resources are identified by logical URLs; it is the key element of a RESTful design.  Unlike, SOAP web services in REST, you view the product data as a resource and this resource should contain all the required information.

**328. Mention what is the difference between AJAX and REST?**

|  |  |
| --- | --- |
| **AJAX** | **REST** |
| * In Ajax, the request are sent to the server by using XMLHttpRequest objects. The response is used by the JavaScript code to dynamically alter the current page * Ajax is a set of technology; it is a technique of dynamically updating parts of UI without having to reload the page * Ajax eliminates the interaction between the customer and server asynchronously * REST requires the interaction between the customer and server | * REST have a URL structure and a request/response pattern the revolve around the use of resources * REST is a type of software architecture and a method for users to request data or information from servers * REST requires the interaction between the customer and server |

**329. Mention some key characteristics of REST?** Some key characteristics of REST includes

1. REST is stateless, therefore the SERVER has no state (or session data)
2. With a well-applied REST API, the server could be restarted between two calls as every data is passed to the server
3. Web service mostly uses POST method to make operations, whereas REST uses GET to access resources

**330. Mention what are the different application integration styles?** The different integration styles include

1. Shared database
2. Batch file transfer
3. Invoking remote procedure (RPC)
4. Swapping asynchronous messages over a message oriented middle-ware (MOM)

**331. Explain how JAXB related to RESTful web API?** JAXB stands for java arch for XML binding.

**332. Mention what is the difference between PUT and POST? “PUT”** puts a file or resource at a particular URI and exactly at that URI.  If there is already a file or resource at that URI, PUT changes that file or resource.  If there is no resource or file there, PUT makes one POST sends data to a particular URI and expects the resource at that URI to deal with the request.  The web server at this point can decide what to do with the data in the context of specified resource PUT is idempotent meaning, invoking it any number of times will not have an impact on resources. However, POST is not idempotent, meaning if you invoke POST multiple times it keeps creating more resources

**333. Mention which markup language can be used in restful web api?** JSON and XML are the two markup language that can be used in restful web api

**334. Mention what is the difference between RPC or document style web services? How you determine to which one to choose?** In document style web services, we can transport an XML message as part of SOAP request which is not possible in RPC style web service.  Document style web service is most appropriate in some application where XML message behaves as document and content of that document can alter and intention of web service does not rely on the content of XML message.

**335. Mention what is JAX-WS and JAX-RS?** Both JAX-WS and JAX-RS are libraries (APIs) for doing communication in various ways in Java.  JAX-WS is a library that can be used to do SOAP communication in JAVA, and JAX-RS lets you do the REST communication in JAVA.

**336. List out the tools or API for developing or testing web api?** Testing tools for web services for REST APIs includes

1. Spring REST web service using MVC
2. Jersey API
3. CFX
4. Axis
5. Restlet,

**337. Mention what is the difference between SOAP and REST?**

|  |  |
| --- | --- |
| **SOAP** | **REST** |
| * SOAP is a protocol through which two computer communicates by sharing XML document * SOAP permits only XML * SOAP based reads cannot be cached * SOAP is like custom desktop application, closely connected to the server * SOAP is slower than REST * It runs on HTTP but envelopes the message | * Rest is a service architecture and design for network-based software architectures * REST supports many different data formats * REST reads can be cached * A REST client is more like a browser; it knows how to standardized methods and an application has to fit inside it * REST is faster than SOAP * It uses the HTTP headers to hold meta information |

**338. Where are objects created in memory? On stack or heap?** All Java objects are always created on **heap** in java.

**339. What is Garbage Collection process in java?** GC (Garbage collection) is the process by which JVM cleans objects (unused objects) from heap to reclaim heap space in java.

**340. What is Automatic Garbage Collection in JVM heap memory in java?** Automatic garbage collection is the process of

* Identifying objects which are in use in java heap memory and
* Which objects are not in use in java heap memory and
* Deleting the unused objects in java heap memory.

**341. How to identify objects which are in use in JVM heap memory in java?** Objects in use (or referenced objects) are those objects which are still needed by java program, some part of java program is still pointing to that object.

**342. Which objects are not in use in JVM heap memory in java? Objects not** in use (or **unreferenced objects**) are those objects which are not needed by java program, no part of java program is pointing to that object.

So, these unused objects can be cleaned in GC (garbage collection) process and memory used by an unreferenced object can be reclaimed.

**343. Explain JVM Heap memory (Hotspot heap structure) with diagram in java?**
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**344. What is Throughput in GC (garbage collection) in java?** Throughput focuses on maximizing the amount of work by an application in a specific period of time. Examples of how throughput might be measured include

* The number of transactions completed in a given time.
* The number of jobs that a batch program can complete in an hour.
* The number of database queries that can be completed in an hour.

**345. What are pauses in GC (garbage collection) in java?** Pauses is applications pauses i.e. when application doesn’t gives any response because of garbage collection (GC).

**346. What is Young Generation in JVM Heap memory in java?** New objects are allocated in Young generation. **Young** Generation consists of >

1a) **Eden**,

1b) **S0 (Survivor** space 0**)**

1c) **S1 (Survivor** space 1**)**

**347. What is Old Generation in JVM Heap memory in java?** The **Old Generation (tenured generation)** is used for storing the long surviving aged objects. Major garbage collection occurs in Old Generation. When the old generation fills up, this causes a **major garbage collection**. Objects are cleaned up from old generation.

**348. At what time (or what age) objects are moved from young to old generation in JVM heap?**

There is some threshold set for young generation object and when that age is met, the object gets moved to the old generation.

**349. What is Permanent Generation in JVM Heap memory in java?** Permanent generation (Permgen) Space contains metadata required by JVM to describe the classes and methods used in the application. The permanent generation is included in a full garbage collection in java. The permanent generation space is populated at runtime by JVM based on classes in use in the application. The permanent generation space also contains Java SE library classes and methods in java.JVM garbage collects those classes when classes are no longer required and space may be needed for other classes in java.

**350. What is Minor garbage collection in JVM Heap memory in java?** Minor garbage collection occurs in Young Generation. When the young generation fills up, this causes a minor garbage collection. **All the non-daemon threads running in application are stopped during minor garbage collections.** [**Daemon threads**](http://www.javamadesoeasy.com/2015/03/daemon-threads-12-salient-features-of.html) **performs minor garbage collection**.

**351. What is Stop the World Event?** Minor garbage collections are called **Stop the World** events.

**352. What is Major garbage collection in JVM Heap memory in java?** Major garbage collection occurs in Old Generation. The Old Generation is used for storing the long surviving aged objects. When the old generation fills up, this causes a major garbage collection. Objects are cleaned up from old generation. Major collection is much slower than minor garbage collection in jvm heap because it involves all live objects.

**353. Major garbage collection are Stop the World Event in java?** Major garbage collections are also called Stop the World events. All the non-daemon threads running in application are stopped during major garbage collections. Daemon threads performs major garbage collection.

**354. Major garbage collections in responsive applications in java?** Major garbage collections should be minimized for responsive applications because applications must not be stopped for long.

**355. Optimizing Major garbage collections in responsive applications in java? Selection of appropriate garbage collector for the old generation** space affects the length of the “Stop the World” event for a major garbage collection.

**356. What is Full garbage collection in JVM Heap memory in java?** Full garbage collection occurs in permanent generation in java. Permanent generation Space contains metadata required by JVM to describe the classes and methods used in the application. The permanent generation space is populated at runtime by JVM based on classes in use in the application. JVM garbage collects those classes when classes are no longer required and space may be needed for other classes in java.

**357. Mention some of the most important VM (JVM) PARAMETERS you have used for Young Generation in JVM Heap memory?**

**-Xmn: -**Xmn sets the size of young generation.

**Example: -** java -Xmn512m MyJavaProgram

**-XX:NewRatio:** NewRatio controls the size of young generation.

**Example** -XX:NewRatio=3 means that the ratio between the young and old/tenured generation is 1:3.

**-XX:NewSize :-** NewSize is minimum size of young generation which is allocated at initialization of JVM.

**-XX:MaxNewSize :-** MaxNewSize is the maximum size of young generation that JVM can use.

**-XX:SurvivorRatio : (for survivor space)** Survivor Ratio can be used to tune the size of the survivor spaces, but this is often not as important for performance.

**Example: -** -XX:SurvivorRatio=6 sets the ratio between each survivor space and Eden to be 1:6**.**

**358. Mention some of the most important VM (JVM) PARAMETERS you have used for Old Generation (tenured) in JVM Heap memory? -XX:NewRatio :** NewRatio controls the size of young and old generation.

**Example of using -XX:NewRatio,** -XX:NewRatio=3 means that the ratio between the young and old/tenured generation is 1:3.

**359. Mention some of the most important VM (JVM) PARAMETERS you have used for Permanent Generation?**

**-XX:PermSize**: It’s is initial value of Permanent Space which is allocated at startup of JVM.

**Example** java -XX:PermSize=512m MyJavaProgram

**It will set initial value of Permanent Space as 512 megabytes to JVM**

**-XX:MaxPermSize:** It’s maximum value of Permanent Space that JVM can allot up to.

**Example** java -XX:MaxPermSize=512m MyJavaProgram

**It will set maximum value of Permanent Space as 512 megabytes to JVM**

**360. What are different Garbage collectors available in JVM?**

* [Serial collector / Serial GC (Garbage collector) in java](http://www.javamadesoeasy.com/2016/10/serial-collector-serial-gc-garbage.html)
* [Throughput GC (Garbage collector) or Parallel collector in java](http://www.javamadesoeasy.com/2016/10/throughput-gc-garbage-collector-or.html)
* [Concurrent Mark Sweep (CMS) collector / concurrent low pause garbage collector](http://www.javamadesoeasy.com/2016/10/concurrent-mark-sweep-cms-collector.html)
* [G1 garbage collector / Garbage first collector](http://www.javamadesoeasy.com/2016/10/g1-garbage-collector-garbage-first.html)
* [PS Scavenge](http://www.javamadesoeasy.com/2016/11/ps-scavenge-and-ps-marksweep.html)
* [PS MarkSweep](http://www.javamadesoeasy.com/2016/11/ps-scavenge-and-ps-marksweep.html)
* [ParNew collector](http://www.javamadesoeasy.com/2016/11/parnew-collector.html)

**361. What is Serial collector / Serial GC (Garbage collector) in java?** **Features of Serial GC (Garbage collector) in java**

* Serial collector is also called Serial GC (Garbage collector) in java.
* Serial GC (Garbage collector) is rarely used in java.
* Serial GC is designed for the single threaded environments in java.
* In Serial GC (Garbage collector), both minor and major garbage collections are done serially by one thread in java.
* Serial GC uses a mark-compact collection method. The serial garbage collector is the default for client style machines in Java SE 5 and 6.

**362. When to Use the Serial GC (garbage Collector) in java?**

* The Serial GC is the garbage collector of choice for most applications that do not have low pause time requirements and run on client-style machines.
* Serial garbage collector is also popular in environments where a high number of JVMs are run on the same machine.

**Vm (JVM) option for enabling serial GC (garbage Collector) in java: - -XX:+UseSerialGC**

**Example of Passing Serial GC in Command Line for starting jar:-**

java -Xms256m -Xms512m -XX:+UseSerialGC -jar d:\MyJar.jar

**363. What is Throughput GC (Garbage collector) or Parallel collector in java?**

* Throughput garbage collector is the default garbage collector for JVM in java.
* Throughput garbage collector uses multiple threads to execute a minor collection and so reduces the serial execution time of the application in java.

**364. When to Use the Throughput GC (garbage Collector) in java?** The Throughput garbage collector should be used when application can afford low pauses in java. And application is running on host with multiple CPU’s in java. **-XX:+UseParallelGC**

**365. What is Concurrent Mark Sweep (CMS) Collector / concurrent low pause collector in java?**

* Concurrent Mark Sweep (CMS) collector collects the old/tenured generation in java.
* Concurrent Mark Sweep (CMS) Collector minimize the pauses by doing most of the garbage collection work concurrently with the application threads in java.
* **Concurrent Mark Sweep (CMS) Collector on live objects >** Concurrent Mark Sweep (CMS) Collector does not copy or compact the live objects. A garbage collection is done without moving the live objects. If fragmentation becomes a problem, allocate a larger heap in java.

**366. When to Use the Concurrent Mark Sweep GC (garbage Collector) in java? - XX:+UseConcMarkSweepGC**

* Concurrent Low Pause Collector should be used if your applications that require low garbage collection pause times in java.
* Concurrent Low Pause Collector should be used when your application can afford to share processor resources with the garbage collector while the application is running in java.
* Concurrent Low Pause Collector is beneficial to applications which have a relatively large set of long-lived data (a large tenured generation) and run on machines with two or more processors in java.
* **Heap Structure for CMS garbage Collector: - young** generation, **old** generation, and **permanent** generation of a fixed memory size.

**367. What is G1 Garbage Collector (or Garbage First) in java? -XX:+UseG1GC**

* G1 garbage collector was introduced in Java 7
* G1 garbage collector - default garbage collector in Java 9
* G1 garbage collector was designed to replace CMS collector (Concurrent Mark-Sweep garbage Collector).
* G1 garbage collector is parallel, concurrent, and incrementally compacting low-pause garbage collector in java.
* G1 garbage collector has much better layout from the other garbage collectors like serial, throughput and CMS garbage collectors in java.
* G1 (Garbage First) collector compacts sufficiently to completely avoid the use of fine-grained free lists for allocation, and instead relies on regions.
* G1 (Garbage First) collector allows customizations by allowing users to specify pause times.
* G1 Garbage Collector (or Garbage First) limits GC pause times and maximizes throughput.

**368. G1 (Garbage First) collector functioning: -** The heap is split/partitioned into many fixed sized regions (Eden, survivor, old generation regions), but there is not a fixed size for them. This provides greater flexibility in memory usage.

**369. When to use G1 garbage collector?** G1 must be used when applications that require large heaps with limited GC latency. Application that require heaps around 5-6GB or larger and pause time required below 0.5 seconds.

**370. When to switch from CMS (or old garbage collectors) to G1 garbage collector?**

* Full GC durations are too long or too frequent.
* The rate of object allocation or promotion varies significantly.
* Long garbage collection (longer than 0.5 to 1 second)

**371. What are Difference Serial and Throughput GC (garbage Collector)?**

* Serial collector uses one thread to execute garbage collection. Throughput collector uses multiple threads to execute garbage collection.
* Serial GC is the garbage collector of choice for applications that do not have low pause time requirements and run on client-style machines. Throughput GC is the garbage collector of choice for applications that have low pause time requirements.

**372. Which methods is called for garbage collection in java?** GC (garbage collector) calls finalize method for garbage collection. Finalize method is called only once by garbage collector for an object in java.

Finalize method is in **java.lang.Object class**.

|  |
| --- |
| public class RunGarbageCollectorExample {    public static void main(String[] args) {           System.out.println("About to call garbage collection - using System.gc() method");           System.gc();           System.out.println("garbage collection - using System.gc() method called");    }  }  /\*OUTPUT  About to call garbage collection - using System.gc() method  garbage collection - using System.gc() method called  \*/ |

**373. Can we force early garbage collection in java? Yes,** by using following methods:-

* System.gc();
* Runtime.getRuntime().gc();
* System.runFinalization();
* Runtime.getRuntime().runFinalization();

**374. Is it good practice to call System.gc () in Java? No**

* First of all calling System.gc () does not guarantee that it will immediately start performing garbage collection.
* Even calling System.gc () may not do anything. Call to perform garbage collection may be ignored completely.
* JVM is different for different platforms because java is platform independent language, so you never know about which garbage collector your jvm will run i.e. what algorithm does it follow to perform garbage collection.

**375. Is garbage collection guaranteed when we call finalize () methods?** Calling finalize methods does not guarantee that it will immediately start performing garbage collection.

**376. Which thread performs garbage collection in java?** Daemon threads are low priority threads which runs intermittently in background for doing garbage collection (GC) in java.

**377. Tell us something about ParNew collector in java?** ParNew collector is the young generation collector. It is the parallel copy collector, it uses multiple threads in parallel. Vm parameter for enabling ParNew collector is **-X:+UseParNewGC**.

**378. Do you know about PS Scavenge and PS MarkSweep in java?**

**PS Scavenge**

* PS Scavenge is the Young generation collectors
* It is the parallel scavenge collector.
* PS Scavenge uses multiple threads in parallel for garbage collection.
* Vm parameter for enabling PS Scavenge **-XX:+UseParallelGC**

**PS MarkSweep**

* PS MarkSweep is the old generation collector.
* PS MarkSweep is the parallel scavenge mark sweep collector.
* It uses the multiple threads in parallel for garbage collection.
* Vm parameter for enabling PS MarkSweep **-XX:+UseParallelOldGC**

**379. How garbage collection is done using Marking and deletion in java?**

1. **Marking: -** Marking is a process in which GC (garbage collector) identifies which parts of memory (occupied by objects) are in use and which are not.
2. **Deletion :-**

**Step 2a: Normal Deletion: -** Normal deletion removes all the unreferenced objects and leaves referenced objects and pointers to free space.

**Step 2b: Deletion with Compacting: -** Deletion with Compacting is done to improve the performance than normal deleting. Deletion with Compacting removes all the unreferenced objects and compacts the remaining referenced objects by moving all the referenced objects together.

**380. Can you make objects eligible for garbage collection in java?** Object which is set explicitly set to **null** becomes **eligible for GC** (garbage collection) in java.

**Example 1 >**

String s=”abc”; //s is currently not eligible for GC (garbage collection) in java.

s = null; //Now, s is currently eligible for GC (garbage collection) in java.

**Example 2 >**

List list =new ArrayList (); //list is currently not eligible for GC (garbage collection).

list = null; //Now, list is currently eligible for gc (garbage collection).

**381. Does variables declared inside block becomes eligible for GC (garbage collection) when we exit that block in java? Yes**

|  |
| --- |
| **class** MyClass {  **public** **static** **void** main(String[] args) {  **boolean** var = **false**;  **if** (var) { // begin block 1  **int x = 1; // x is declared inside block**                   //code inside block...            } // end block 1 //And **now x is eligible for gc (garbage collection)**  **else** { // begin block 2  **int** y = 1;                   //code inside block...            } // end block 2 //And **now y is eligible for gc (garbage collection)**     }  } |

**382. What is monitoring and analyzing the garbage collection in java?** Monitoring and analyzing garbage collection in java can be used to get following information:-

* Understanding the garbage collection process.
* Understanding how JVM is currently working.
* What type of garbage collection algorithms are used
* Improving garbage collection performance,
* Analyzing Java heap dumps,
* Monitoring live Java applications,
* Analyze profiling data,
* Detecting Memory leak for classes and arrays,
* Detecting Thread deadlock,
* Detecting abnormal thread termination,
* Detecting OutOfMemoryError problems,
* Finding System and process CPU utilization thresholds,
* Find Heap usage thresholds.
* Find time taken in Garbage collection and Finalizer queue length.

**383. How to monitor and analyze the garbage collection in java?** We can use different tools to generate the garbage collection information and then analyze it.

* **VisualVM -** It helps us in analyzing threads performance, thread states, CPU consumed by threads etc.
* **JSTACK** - Java stack traces
* **-verbose:gc VM argument**
* **Jstat** **- Java Virtual Machine Statistics Monitoring Tool: -** “The jstat command displays performance statistics for an instrumented Java HotSpot VM. The target JVM is identified by its virtual machine identifier, or vmid option.”
* **JHAT - Java Heap Analysis Tool.**
* **jconsole -** jconsole option can be used to obtain a heap dump.
* **hprof**
* **eclipse plugin**
* **HPjmeter**
* **JFR (Java Flight Recorder)** can be used for detecting memory leak.

**384. What is memory leak in java? Consequences of memory leak?** Memory leak happens when number of objects (these objects are not needed) created becomes large and time spent in garbage collection increases. Ultimately application becomes very slow, non-responsive and ends up **throwing OutOfMemoryError**. **“Memory leaks ends up throwing OutOfMemoryError but OutOfMemoryError doesn’t means memory leak in java”. Consequences of memory leak:-**

* Application becomes very slow.
* Time spent in garbage collection increases.

**385. Can you please explain some scenarios where you have faced memory leak, OR scenarios where memory leak could happen in java?**

1. Static variables/ fields are not garbage collected and can cause memory leak in java
2. Thread Local Variables can cause memory leak in java
3. Memory leak while using Autoboxing and unboxing in java
4. Avoid memory leak using WeakHashMap in java
5. Using custom key in map without Overriding equals() and hashcode() method can cause memory leak
6. Close JDBC Statement, PreparedStatement, CallableStatement , ResultSet and Connections in java to avoid memory leaks
7. Memory leaks can also be caused by native methods in java
8. Memory leak in web applications in java

**386. Comment on relation between OutOfMemoryError and garbage collection in java?** OutOfMemoryError may be thrown when an excessive amount of time is being by jvm in performing garbage collection and very little memory is being freed. A long lived application might be unintentionally holding references to objects and this prevents the objects from being garbage collected. Holding of objects for a long time is also a kind of memory leak in java.

**387. Discuss OutOfMemoryError: GC Overhead limit exceeded in java?** OutOfMemoryError: GC Overhead limit exceeded - indicates that the garbage collector is running all the time and Java program is making very slow progress. After a GC (garbage collection), if the garbage collector is spending more than 98% of its time in doing garbage collection and if less than 2% of the java heap memory space is reclaimed, then OutOfMemoryError - GC Overhead limit exceeded - is thrown in java. This OutOfMemoryError is generally thrown because all the live objects are not getting garbage collected properly and java heap space is not available for new objects.

**388. What you know about OutOfMemoryError: permgen in java?** Generally when we are facing java.lang.OutOfMemoryError - Java permgen space, then we need to change permgen size of tomcat or eclipse or JVM wherever you are facing this error.

**389. How to Solve OutOfMemoryError: unable to create new native Thread by passing appropriate jvm parameter?**

**Solution 1:-** Try to increase the the -Xss value so that new threads gets enough stack space.

**Solution 2:-** you could also increase the heap size available using -Xms and -Xmx options and then try to increase and set appropriate -Xss value.

**Example of using –Xss: -** java -Xss512m MyJavaProgram

It will set the default stack size of JVM to 512 megabytes.

**390. How to Solve OutOfMemoryError: Java heap space by passing appropriate jvm parameter?** OutOfMemoryError: Java heap space - is thrown whenever there is insufficient space to allocate an object in the Java heap. Increase the heap size using -Xms and -Xmx jvm parameters as a solution to this issue.

**391. Does Exception in thread threadName - java.lang.OutOfMemoryError - Java heap space indicates memory leak?** Increase the heap size using -Xms and -Xmx jvm parameters as a solution to this issue.

**392. How to set appropriate heap size in eclipse in java?** We can make changes in eclipse.ini file.

Where we can configure

* -Xms (minimum heap size which is allocated at initialization of JVM),
* -Xmx (maximum heap size that JVM can use.)
* -XX:MaxPermSize: It’s maximum value of Permanent Space that JVM can allot up to.

**393. What is default garbage collectors for Java 7 / Java 8?**

* For server class machine - parallel collector.
* For client class machine - serial collector.

**394. What is default garbage collectors for Java 9?** G1 garbage collector

**395. What is JVM in java?** JVM stands for Java virtual machine. JVM is the virtual machine on which java code executes. JVM is responsible for converting byte code into machine specific code**.**

**396. Discuss HotSpot JVM (Java Virtual Machine) Architecture in short?** JVM (Java Virtual Machine) consists of **Class Loader Subsystem**, **Runtime Data Areas** and **Execution Engine**.
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**1)** **Class Loader Subsystem: -** Classloader is used to load class files.

**2)** **Runtime Data Areas:-**

**2.1) Method Area: -** Method area stores data for each and every class like fields, constant pool, method’s data and information. Method area is also called class area.

**2.2) Heap: -** Heap is place where all objects are stored in JVM. Heap even contains arrays because arrays are objects.

**2.3) Java Threads (Java thread Stacks):-** Whenever new method is called new stack frame is created and it is pushed on top of that thread's stack.

**2.4) Program counter registers (PC Registers):-** the address of instructions currently and next address being executed.

**2.5) Native internal Threads (Native thread stack):-** Native internal threads area contains all the informations related to native platform.

**3) Execution Engine of JVM**:-

**3.1) JIT(Just In Time) compiler:-** JIT compiler compiles bytecodes to machine code at run time and improves the performance of Java applications.

**3.2) Garbage Collector: -** Garbage Collector Garbage collection is the process by which JVM clears objects (unused objects) from heap to reclaim heap space.

**4) Native method libraries of JVM: -** Native method interface is an interface that connects JVM with the native method libraries for executing native methods.

**5) JNI, What is Java Native Interface (JNI)? : -** Programmers uses the JNI (Java Native Interface) to write the Java native methods when an application cannot be written purely in Java.

**397. What is Class Loader Subsystem of JVM? What is its functioning and purpose?** Classloader is a subsystem of JVM. Classloader is used to load class files. Classloader verifies the class file using byte code verifier. Class file will only be loaded if it is valid.

**398. How stack frames are created when thread calls new method?** As we know each and every thread has its own stack. Whenever new method is called new stack frame is created and it is pushed on top of that thread's stack.

**399.** **What does thread stack contains?** The stack contain:-

* All the local variables,
* All the parameters,
* All the return address.

**400.** **Does stack stores/contains object OR what stack doesn’t contains?** Stack never stores object, but it stores object reference.

**401. JIT Compiler internal working?** JIT compilation does require processor time and memory usage. When the JVM first starts up, lots of methods are called. Compiling all of these methods might can affect startup time significantly, though program ultimately may achieve good performance. Methods are not compiled when they are called first time. For each and every method JVM maintains a call count, which is incremented every time the method is called. The methods are interpreted by JVM until call count not exceeds JIT compilation threshold (The JIT compilation threshold improves performance and helps the JVM to start quickly. The threshold has been selected carefully by java developers to obtain an optimal performances. Balance between startup times and long term performance is maintained). Therefore, very frequently used methods are compiled as soon as JVM has started, and less used methods are compiled later.

**402. What are most important/key HotSpot JVM components related to performance?** Heap, JIT (Just in Time) Compiler and Garbage collector.

* **Heap and Garbage collector for tuning JVM’s performance: -** All the objects are stored in heap. Garbage collector manages the heap at JVM initialization.
* **JIT (Just in Time) Compiler for tuning JVM’s performance: -** JIT compiler compiles bytecodes to machine code at run time and improves the performance of Java applications.

**403. How JIT improves performance of Most frequently used methods?** After a method is compiled, its call count is reset to zero and subsequent calls to the method increment it call count. When the call count of a method reaches a JIT recompilation threshold, the JIT compiler compiles method second time, applying more optimizations as compared to optimizations applied in previous compilation. This process is repeated until the maximum optimization level is reached. Most frequently used methods are always optimized to maximize the performance benefits of using the JIT compiler.

**404. What is Difference between JDK, JRE and JVM?**

|  |  |  |
| --- | --- | --- |
| **JDK** | **JRE** | **JVM** |
| Java Development Kit | Java Runtime environment | java virtual machine |
| JDK is required for java development. | JRE provides environment for running/executing programs. | JVM is the virtual machine on which java code executes.  JVM is responsible for converting byte code into machine specific code. |
| We need JDK in your system for: - developing, compiling and Running Java programs. | You need to have JRE in your system for: - Running Java programs. | - |
| **JDK contains-**  JDK = JRE + JVM | **JRE contains-**  JRE = JVM + class libraries (rt.jar) + other libraries (if any). |  |

**405. What are -XX: MinHeapFreeRatio and -XX: MaxHeapFreeRatio vm parameters used for?** JVM can grows or shrinks the heap to keep the proportion of free space to live objects within a specific range.

**406. What is significance of -XX:+AggressiveHeap VM parameter in java? -**XX:+AggressiveHeap is used for Garbage Collection Tuning setting.

**Overriding equals and hashcode method**

**Bucket** is ArrayList of Entry.

**Entry** is LinkedList which contains information about key, value and next.

**Entry.next** points to next Entry in LinkedList.

**407. Why do we need to override equals and hashcode method?** It’s important to override equals () and hashCode () method of class if we are want to use class as key in HashMap. If we don’t override equals () and hashCode () method we will be able to put object, but we won’t be able to retrieve object.

**408. Why to override hashcode method?** It helps in finding bucket location, where entry (with key-value pair) will be stored .Entry (of type LinkedList) is stored in bucket (ArrayList).

**If, hashCode() method is overridden properly,** we will find bucket location using hashCode() method, we will obtain Entry on that bucket location, then iterate over each and every Entry (by calling Entry.next) and check whether new and existing keys are equal or not. If keys are equal replace key-value in Entry with new one, else call Entry.next. But, now the question comes how to check whether two keys are equal or not. So, it’s time to implement equals () method.

**If,** **hashcode method is not overridden** for same key every time hashCode () method is called it might produce different hashcode, there might happen **2 cases** i.e. when **put and get** **method** are called.

**Case 1: when put () method is called-** There might be possibility that same Entry (with key-value pair) will get stored at multiple locations in bucket. ***Conclusion>*** key- value pair may get stored multiple times in HashMap.

**Case 2: when get () method is called-** As there is possibility that hashCode () method might return different hashcode & rather than searching on bucket location where Entry (with key) exists we might be searching for key on some other bucket location. ***Conclusion>*** key existed in HashMap, but still we were not able to locate the bucket location in which it was stored.

**409. Why to override equals method?** Once we have located bucket location in which our Entry (with key-value pair) will be stored, Equals method helps us in finding whether new and existing keys are equal or not.

**If we equals method is not overridden -** though we will be able to find out correct bucket location if hashCode () method is overridden correctly, but still if equals method is not overridden, there might happen **2 cases** i.e. when **put and get** **method** are called.

**Case 1: when put () method is called-**we might end up storing new Entry (with new key-value pair) multiple times on same bucket location (because of absence of equals method, we don’t have any way of comparing key’s), In this case, even if keys are equal, we will keep on calling Entry.next until we reach last Entry on that bucket location and ultimately we will end up storing new Entry (with new key) again in same bucket location. ***Conclusion>*** key- value pair stored multiple times in HashMap.

**Case 2 : when get() method is called-** we won’t be able to compare two keys (new key with existing **Entry**.key) and we will call **Entry**.next and again we won’t be able to compare two keys and ultimately when Entry.next is null - we will return **false**. ***Conclusion>*** key existed in HashMap, but still we were not able to retrieve it.

**410. How do we override equals and hashcode method, write a code to use Employee as key in HashMap?**

|  |
| --- |
| @Override     public boolean equals(Object obj){            if(obj==null)                   return false;            if(this.getClass()!=obj.getClass())                   return false;            Employee emp=(Employee)obj;            return (emp.id==this.id || emp.id.equals(this.id))                                && (emp.name==this.name || emp.name.equals(this.name));     }     @Override     public int hashCode(){            int hash=(this.id==null ? 0: this.id.hashCode() ) +                         (this.name==null ? 0: this.name.hashCode() );            return hash;     } |

**411. What classes should i prefer to use a key in HashMap?** We should prefer String, Integer, Long, Double, Float, Short and any other wrapper class. Reason behind using them as a key is that they override equals () and hashCode () method, we need not to write any explicit code for overriding equals () and hashCode () method.

|  |
| --- |
| **import** java.util.HashMap;  **import** java.util.Map;  **public** **class** StringInMap {  **public** **static** **void** main(String...a){           //HashMap's key=Integer class  (Integer’s api has already overridden hashCode() and equals() method for us )            Map<Integer, String> hm=**new** HashMap<Integer, String>();            hm.put(1, "data");            hm.put(1, "data OVERRIDDEN");            System.*out*.println(hm.get(1));     }  }  /\*OUTPUT  data OVERRIDDEN  \*/ |

**Let’s check in Integer’s API, how Integer class has overridden equals () and hashCode () method:**

|  |
| --- |
| public int hashCode() {         return value;  }  public boolean equals(Object obj) {         if (obj instanceof Integer) {          return value == ((Integer)obj).intValue();         }         return false;  } |

**412. If two objects have same hashcode, are they always equal? No**, it’s not necessary that object’s having same hashcode are always equal. Because same hashcode means object are stored on same bucket location, as key/object in bucket is stored in Entry([Linked List](http://javamadesoeasy.com/search/label/Linked%20List))**,** key**/**object’s might be stored on Entry.next

**413. If two objects equals () method return true, do objects always have same hashcode? Yes**, two objects can return true only if they are stored on same bucket location. First, hashCode () method must have returned same hashcode for both objects, than on that bucket location’s Entry key.equals () is called, which returns true to confirm objects/keys are equal. So, if object’s equals return true, they always have same hashcode.

**414. Can two unequal objects have same hashcode? Yes**, two unequal objects can have same hashcode.

**415. What is difference between using instanceOf operator and getClass () in equals method?** If we use instanceOf it will return true for comparing current class with its subclass as well, but getClass() will return true only if exactly same class is compared. Comparison with any subclass will return false.

**416. How many buckets will be there and what will be size of HashMap?**

|  |
| --- |
| **class** Employee {  **private** String name;  **public** Employee(String name) { // constructor  **this**.name = name;     }     //no hashCode() method     //no equals() method     @Override  **public** String toString() {  **return** "Employee[ name=" + name + "] ";     }  }  **public** **class** Program1 {  **public** **static** **void** main(String...a){            HashMap<Employee, String> hm=**new** HashMap<Employee, String>();            hm.put(**new** Employee("a"), "emp1");            hm.put(**new** Employee("b"), "emp2");            hm.put(**new** Employee("a"), "emp1 OVERRIDDEN");            System.*out*.println("HashMap's data> "+hm);            System.*out*.println("HashMap's size> "+hm.size());            System.*out*.println(hm.get(**new** Employee("a")));     }  }  /\*OUTPUT  HashMap's data> {Employee[ name=a] =emp1 OVERRIDDEN, Employee[ name=a] =emp1, Employee[ name=b] =emp2}  HashMap's size> 3  null  \*/ |

**Buckets**= as hashCode () method is not there, hashcode generated for 3 objects will be different and we will end up using **3** buckets.

**Size**= as equals () method is not there, size will be **3**.

**Get ()** =we won’t be able to get object.

**417. How many buckets will be there and what will be size of HashMap?**

|  |
| --- |
| **class** Employee {  **private** String name;  **public** Employee(String name) { // constructor  **this**.name = name;     }     @Override  **public** **int** hashCode(){  **return** (**this**.name==**null** ? 0: **this**.name.hashCode() );     }     @Override  **public** **boolean** equals(Object obj){            Employee emp=(Employee)obj;  **return** (emp.name==**this**.name || emp.name.equals(**this**.name));     }     @Override  **public** String toString() {  **return** "Employee[ name=" + name + "] ";     }  }  **public** **class** Program2 {  **public** **static** **void** main(String...a){            HashMap<Employee, String> hm=**new** HashMap<Employee, String>();            hm.put(**new** Employee("a"), "emp1");            hm.put(**new** Employee("b"), "emp2");            hm.put(**new** Employee("a"), "emp1 OVERRIDDEN");            System.*out*.println("HashMap's data> "+hm);            System.*out*.println("HashMap's size> "+hm.size());            System.*out*.println(hm.get(**new** Employee("a")));     }  }  /\*OUTPUT  HashMap's data> {Employee[ name=b] =emp2, Employee[ name=a] =emp1 OVERRIDDEN}  HashMap's size> 2  emp1 OVERRIDDEN  \*/ |

**Buckets**= as hashCode () method is overridden perfectly, **2** bucket locations will be used.

**Size**= as equals () method is there, size will be **2**, value corresponding to Employee with id=1 and name=’sam’ was **employee1 data**   & was overridden by value **employee1 data** **OVERRIDDEN**

**Get ()** =we will be able to get object.

**418. How many buckets will be there and what will be size of HashMap?**

|  |
| --- |
| **class** Employee {  **private** String name;  **public** Employee(String name) { // constructor  **this**.name = name;     }     @Override  **public** **int** hashCode(){  **return** 1;     }     @Override  **public** **boolean** equals(Object obj){  **return** **true**;     }     @Override  **public** String toString() {  **return** "Employee[ name=" + name + "] ";     }  }  **public** **class** Program3 {  **public** **static** **void** main(String...a){            HashMap<Employee, String> hm=**new** HashMap<Employee, String>();            hm.put(**new** Employee("a"), "emp1");            hm.put(**new** Employee("b"), "emp2");            hm.put(**new** Employee("a"), "emp1 OVERRIDDEN");            System.*out*.println("HashMap's data> "+hm);            System.*out*.println("HashMap's size> "+hm.size());            System.*out*.println(hm.get(**new** Employee("a")));     }  }  /\*OUTPUT  HashMap's data> {Employee[ name=a] =emp1 OVERRIDDEN}  HashMap's size> 1  emp1 OVERRIDDEN  \*/ |

**Buckets**= as hashCode () method returns 1, only **1** bucket location will be used.

**Size**= As equals() method always returns true, size will be **1**, all three employees will be stored on same bucket location in one Entry (new Entry will keep on overriding previous Entry). We will always get last stored key-value pair only.

**Get ()** =we will be able to get object.

**419. How many buckets will be there and what will be size of HashMap?**

|  |
| --- |
| **class** Employee {  **private** String name;  **public** Employee(String name) { // constructor  **this**.name = name;     }     @Override  **public** **int** hashCode(){  **return** 1;     }     //no equals() method     @Override  **public** String toString() {  **return** "Employee[ name=" + name + "] ";     }  }  **public** **class** Program4 {  **public** **static** **void** main(String...a){            HashMap<Employee, String> hm=**new** HashMap<Employee, String>();            hm.put(**new** Employee("a"), "emp1");            hm.put(**new** Employee("b"), "emp2");            hm.put(**new** Employee("a"), "emp1 OVERRIDDEN");            System.*out*.println("HashMap's data> "+hm);            System.*out*.println("HashMap's size> "+hm.size());            System.*out*.println(hm.get(**new** Employee("a")));     }  }  /\*OUTPUT  HashMap's data> {Employee[ name=a] =emp1 OVERRIDDEN, Employee[ name=b] =emp2, Employee[ name=a] =emp1}  HashMap's size> 3  null  \*/ |

**Buckets**= as hashCode () method returns 1, only **1** bucket location will be used.

**Size**= as equals () method doesn’t exist, size will be **3**, all three employees will be stored on same bucket location but in different Entry.

**Get ()** =we won’t be able to get object.

**420. How many buckets will be there and what will be size of HashMap?**

|  |
| --- |
| **class** Employee {  **private** String name;  **public** Employee(String name) { // constructor  **this**.name = name;     }     //no hashCode() method     @Override  **public** **boolean** equals(Object obj){  **return** **true**;     }     @Override  **public** String toString() {  **return** "Employee[ name=" + name + "] ";     }  }  **public** **class** Program5 {  **public** **static** **void** main(String...a){            HashMap<Employee, String> hm=**new** HashMap<Employee, String>();            hm.put(**new** Employee("a"), "emp1");            hm.put(**new** Employee("b"), "emp2");            hm.put(**new** Employee("a"), "emp1 OVERRIDDEN");            System.*out*.println("HashMap's data> "+hm);            System.*out*.println("HashMap's size> "+hm.size());            System.*out*.println(hm.get(**new** Employee("a")));     }  }  /\*OUTPUT  HashMap's data> {Employee[ name=b] =emp2, Employee[ name=a] =emp1 OVERRIDDEN, Employee[ name=a] =emp1}  HashMap's size> 3  null  \*/ |

**Buckets**= as hashCode () method is not there, hashcode generated for 3 objects will be different and we will end up using **3** buckets.

**Size**= though equals () method is their (but because of hashCode () method’s absence) **which always returns true**, we won’t be able to locate correct bucket location for calling equals () method, so, size will be **3**.

**Get ()** =we won’t be able to get object.

**421. How many buckets will be there and what will be size of HashMap?**

|  |
| --- |
| **class** Employee {  **private** String name;  **public** Employee(String name) { // constructor  **this**.name = name;     }     @Override  **public** **int** hashCode(){  **return** (**this**.name==**null** ? 0: **this**.name.hashCode() );     }     //no equals() method     @Override  **public** String toString() {  **return "Employee[ name=" + name + "] ";**     }  }  **public** **class** Program6 {  **public** **static** **void** main(String...a){            HashMap<Employee, String> hm=**new** HashMap<Employee, String>();            hm.put(**new** Employee("a"), "emp1");            hm.put(**new** Employee("b"), "emp2");            hm.put(**new** Employee("a"), "emp1 OVERRIDDEN");            System.*out*.println("HashMap's data> "+hm);            System.*out*.println("HashMap's size> "+hm.size());            System.*out*.println(hm.get(**new** Employee("a")));     }  }  /\*OUTPUT  HashMap's data> {Employee[ name=b] =emp2, Employee[ name=a] =emp1 OVERRIDDEN, Employee[ name=a] =emp1}  HashMap's size> 3  null  \*/ |

**Buckets**= as hashCode () method is overridden perfectly, **2** bucket locations will be used.

**Size**= as equals () method is not there, size will be **3**,

**Get ()** =we won’t be able to get object.

**422. How many buckets will be there and what will be size of HashMap?**

|  |
| --- |
| **class** Employee {  **private** String name;  **public** Employee(String name) { // constructor  **this**.name = name;     }     //no hashCode() method     @Override  **public** **boolean** equals(Object obj){            Employee emp=(Employee)obj;  **return** (emp.name==**this**.name || emp.name.equals(**this**.name));     }     @Override  **public** String toString() {  **return** "Employee[ name=" + name + "] ";     }  }  **public** **class** Program7 {  **public** **static** **void** main(String...a){            HashMap<Employee, String> hm=**new** HashMap<Employee, String>();            hm.put(**new** Employee("a"), "emp1");            hm.put(**new** Employee("b"), "emp2");            hm.put(**new** Employee("a"), "emp1 OVERRIDDEN");            System.*out*.println("HashMap's data> "+hm);            System.*out*.println("HashMap's size> "+hm.size());            System.*out*.println(hm.get(**new** Employee("a")));     }  }  /\*OUTPUT  HashMap's data> {Employee[ name=a] =emp1, Employee[ name=a] =emp1 OVERRIDDEN, Employee[ name=b] =emp2}  HashMap's size> 3  null  \*/ |

**Buckets**= as hashCode () method is not there, hashcode generated for 3 objects will be different and we will end up using **3** buckets.

**Size**= though equals () method is their (but because of hashCode () method’s absence), we won’t be able to locate correct bucket location for calling equals () method, so, size will be **3**.

**Get ()** =we won’t be able to get object.

**423. Are JVM's platform independent?** JVM's are not platform independent. JVM's are platform specific run time implementation provided by the vendor.

**424. What is a pointer and does Java support pointers?** Pointer is a reference handle to a memory location. Improper handling of pointers leads to memory leaks and reliability issues hence Java doesn't support the usage of pointers.

**425. What is the base class of all classes?** Java.lang.Object

**426. Does Java support multiple inheritance?** Java doesn't support multiple inheritance.

**427. Is Java a pure object oriented language?** Java uses primitive data types and hence is not a pure object oriented language.

**428. Are arrays primitive data types?** In Java, Arrays are objects.

**429. What is difference between Path and Classpath?** Path and Classpath are operating system level environment variables. Path is used define where the system can find the executables (.exe) files and classpath is used to specify the location .class files.

**430. What are local variables?** Local variables are those which are declared within a block of code like methods. Local variables should be initialized before accessing them.

**431. What are instance variables?** Instance variables are those which are defined at the class level. Instance variables need not be initialized before using them as they are automatically initialized to their default values.

**432. How to define a constant variable in Java?** The variable should be declared as static and final. So only one copy of the variable exists for all instances of the class and the value can't be changed also. static final int MAX\_LENGTH = 50; is an example for constant.

**433. Should a main () method be compulsorily declared in all java classes?** No not required. Main () method should be defined only if the source class is a java application.

**434. What is the return type of the main () method?** Main () method doesn't return anything hence declared void.

**435. Why is the main () method declared static?** Main () method is called by the JVM even before the instantiation of the class hence it is declared as static.

**436. What is the argument of main () method?** Main () method accepts an array of String object as argument.

**437. Can a main () method be overloaded?** Yes. You can have any number of main () methods with different method signature and implementation in the class.

**438. Can a main () method be declared final?** Yes. Any inheriting class will not be able to have its own default main () method.

**439. Does the order of public and static declaration matter in main () method?** No. It doesn't matter but void should always come before main ().

**440. Can a source file contain more than one class declaration?** Yes a single source file can contain any number of Class declarations but only one of the class can be declared as public.

**441. What is a package?** Package is a collection of related classes and interfaces. Package declaration should be first statement in a java class.

**442. Which package is imported by default?** Java.lang package is imported by default even without a package declaration.

**443. Can a class declared as private be accessed outside its package?** Not possible.

**444. Can a class be declared as protected?** The protected access modifier cannot be applied to class and interfaces. Methods, fields can be declared protected, however methods and fields in an interface cannot be declared protected.

**445. What is the access scope of a protected method?** A protected method can be accessed by the classes within the same package or by the subclasses of the class in any package.

**446. What is the purpose of declaring a variable as final?** A final variable's value can't be changed. Final variables should be initialized before using them.

**447. What is the impact of declaring a method as final?** A method declared as final can't be overridden. A sub-class can't have the same method signature with a different implementation.

**448. I don't want my class to be inherited by any other class. What should i do?** You should declared your class as final. But you can't define your class as final, if it is an abstract class. A class declared as final can't be extended by any other class.

**449. Can you give few examples of final classes defined in Java API?** Java.lang.String, java.lang.Math are final classes.

**450. Can a class be declared as static?** We cannot declare top level class as static, but only inner class can be declared static.

|  |
| --- |
| public class Test{  static class InnerClass {  public static void InnerMethod() {  System.out.println ("Static Inner Class!");  }  }  public static void main(String args[]) {  Test.InnerClass.InnerMethod();  }  }  //output: Static Inner Class! |

**451. When will you define a method as static?** When a method needs to be accessed even before the creation of the object of the class then we should declare the method as static.

**452. What are the restriction imposed on a static method or a static block of code?** A static method should not refer to instance variables without creating an instance and cannot use "this" operator to refer the instance.

**453. I want to print "Hello" even before main () is executed. How will you achieve that?** Print the statement inside a static block of code. Static blocks get executed when the class gets loaded into the memory and even before the creation of an object. Hence it will be executed before the main () method. And it will be executed only once.

**454. What is the importance of static variable?** Static variables are class level variables where all objects of the class refer to the same variable. If one object changes the value then the change gets reflected in all the objects.

**455. Can we declare a static variable inside a method?** Static variables are class level variables and they can't be declared inside a method. If declared, the class will not compile.

**456. Can an abstract class be declared final?** Not possible. An abstract class without being inherited is of no use and hence will result in compile time error.

**457. What is use of a abstract variable?** Variables can't be declared as abstract. Only classes and methods can be declared as abstract.

**458. Can you create an object of an abstract class?** Not possible. Abstract classes can't be instantiated.

**459. Can an abstract class be defined without any abstract methods?** Yes it's possible. This is basically to avoid instance creation of the class.

**460. Class C implements Interface I containing method m1 and m2 declarations. Class C has provided implementation for method m2. Can i create an object of Class C?** No not possible. Class C should provide implementation for all the methods in the Interface I. Since Class C didn't provide implementation for m1 method, it has to be declared as abstract. Abstract classes can't be instantiated.

**461. Can a method inside a Interface be declared as final?** No not possible. Doing so will result in compilation error. Public and abstract are the only applicable modifiers for method declaration in an interface.

**462. Can an Interface implement another Interface?** Interfaces doesn't provide implementation hence an interface cannot implement another interface.

**463. Can an Interface extend another Interface?** Yes an Interface can inherit another Interface, for that matter an Interface can extend more than one Interface.

**464. Can a Class extend more than one Class?** Not possible. A Class can extend only one class but can implement any number of Interfaces.

**465. Why is an Interface be able to extend more than one Interface but a Class can't extend more than one Class?** Basically Java doesn't allow multiple inheritance, so a Class is restricted to extend only one class. But an Interface is a pure abstraction model and doesn't have inheritance hierarchy like classes (do remember that the base class of all classes is Object). So an Interface is allowed to extend more than one Interface.

**466. Can an Interface be final?** Not possible. Doing so will result in compilation error.

**467. Can a class be defined inside an Interface?** Yes it's possible.

**468. Can an Interface be defined inside a class?** Yes it's possible.

**469. Which object oriented Concept is achieved by using overloading and overriding?** Polymorphism.

**470. Why does Java not support operator overloading?** Operator overloading makes the code very difficult to read and maintain. To maintain code simplicity, Java doesn't support operator overloading.

**471. Can we define private and protected modifiers for variables in interfaces?** No.

**472. What is Externalizable?** Externalizable is an Interface that extends Serializable Interface. And sends data into Streams in Compressed Format. It has two methods, writeExternal (ObjectOuput out) and readExternal (ObjectInput in)

**473. What modifiers are allowed for methods in an Interface?** Only public and abstract modifiers are allowed for methods in interfaces.

**474. What is a local, member and a class variable?** Variables declared within a method are "local" variables. Variables declared within the class i.e. not within any methods are "member" variables (global variables).Variables declared within the class i.e. not within any methods and are defined as "static" are class variables.

**475. What is an abstract method?** An abstract method is a method whose implementation is deferred to a subclass.

**476. What value does read () return when it has reached the end of a file?** The read () method returns -1 when it has reached the end of a file.

**477. Can a Byte object be cast to a double value?** No, an object cannot be cast to a primitive value.

**478. What is the difference between a static and a non-static inner class?** A non-static inner class may have object instances that are associated with instances of the class's outer class. A static inner class does not have any object instances.

**479. What is an object's lock and which objects have locks?** An object's lock is a mechanism that is used by multiple threads to obtain synchronized access to the object. A thread may execute a synchronized method of an object only after it has acquired the object's lock. All objects and classes have locks. A class's lock is acquired on the class's Class object.

**480. What is the % operator?** It is referred to as the module or remainder operator. It returns the remainder of dividing the first operand by the second operand.

**481. When can an object reference be cast to an interface reference?** An object reference be cast to an interface reference when the object implements the referenced interface.

**482. Which class is extended by all other classes?** The Object class is extended by all other classes.

**483. Which non-Unicode letter characters may be used as the first character of an identifier?** The non-Unicode letter characters $ and \_ may appear as the first character of an identifier

**484. What restrictions are placed on method overloading?** Two methods may not have the same name and argument list but different return types.

**485. What is casting?** There are two types of casting, casting between primitive numeric types and casting between object references. Casting between numeric types is used to convert larger values, such as double values, to smaller values, such as byte values. Casting between object references is used to refer to an object by a compatible class, interface, or array type reference.

**486. What is the return type of a program's main () method?** Void.

**487. If a variable is declared as private, where may the variable be accessed?** A private variable may only be accessed within the class in which it is declared.

**488. What do you understand by private, protected and public?** These are accessibility modifiers. Private is the most restrictive, while public is the least restrictive. There is no real difference between protected and the default type (also known as package protected) within the context of the same package, however the protected keyword allows visibility to a derived class in a different package.

**489. What is Downcasting? Downcasting** is the casting from a general to a more specific type, i.e. casting down the hierarchy

**490. What modifiers may be used with an inner class that is a member of an outer class?** A (non-local) inner class may be declared as public, protected, private, static, final, or abstract.

**491. How many bits are used to represent Unicode, ASCII, UTF-16, and UTF-8 characters?** Unicode requires 16 bits and ASCII require 7 bits although the ASCII character set uses only 7 bits, it is usually represented as 8 bits.UTF-8 represents characters using 8, 16, and 18 bit patterns.UTF-16 uses 16-bit and larger bit patterns.

**492. What restrictions are placed on the location of a package statement within a source code file?** A package statement must appear as the first line in a source code file (excluding blank lines and comments).

**493. What is a native method?** A native method is a method that is implemented in a language other than Java.

**494. What are order of precedence and associativity, and how are they used?** Order of precedence determines the order in which operators are evaluated in expressions. Associated determines whether an expression is evaluated left-to-right or right-to-left.

**495. Can an anonymous class be declared as implementing an interface and extending a class?** An anonymous class may implement an interface or extend a superclass, but may not be declared to do both.

**496. What is the range of the char type?** The range of the char type is 0 to 216 - 1 (i.e. 0 to 65535.)

**497. What is the range of the short type?** The range of the short type is - (215) to 215 - 1. (I.e. -32,768 to 32,767)

**498. Why isn't there operator overloading?** Because C++ has proven by example that operator overloading makes code almost impossible to maintain.

**499. What does it mean that a method or field is "static”?** Static variables and methods are instantiated only once per class. In other words they are class variables, not instance variables. If you change the value of a static variable in a particular object, the value of that variable changes for all instances of that class. Static methods can be referenced with the name of the class rather than the name of a particular object of the class (though that works too). That's how library methods like System.out.println () work. Out is a static field in the java.lang.System class.

**500. Is null a keyword?** The null value is not a keyword.

**501. Which characters may be used as the second character of an identifier, but not as the first character of an identifier?** The digits 0 through 9 may not be used as the first character of an identifier but they may be used after the first character of an identifier.

**502. Is the ternary operator written x: y? z or x? y: z ?**It is written x ? y: z.

**503. How is rounding performed under integer division?** The fractional part of the result is truncated. This is known as rounding toward zero.

**504. If a class is declared without any access modifiers, where may the class be accessed?** A class that is declared without any access modifiers is said to have package access. This means that the class can only be accessed by other classes and interfaces that are defined within the same package.

**505. Does a class inherit the constructors of its superclass?** A class does not inherit constructors from any of its superclass’s.

**506. Name the eight primitive Java types.** The eight primitive types are byte, char, short, int, long, float, double, and boolean.

**507. What restrictions are placed on the values of each case of a switch statement?** During compilation, the values of each case of a switch statement must evaluate to a value that can be promoted to an int value.

**508. What is the difference between a while statement and a do while statement?** A while statement checks at the beginning of a loop to see whether the next loop iteration should occur. A do while statement checks at the end of a loop to see whether the next iteration of a loop should occur. The do while statement will always execute the body of a loop at least once.

**509. What modifiers can be used with a local inner class?** A local inner class may be final or abstract.

**510. When does the compiler supply a default constructor for a class?** The compiler supplies a default constructor for a class if no other constructors are provided.

**511. If a method is declared as protected, where may the method be accessed?** A protected method may only be accessed by classes or interfaces of the same package or by subclasses of the class in which it is declared.

**512. What are the legal operands of the instanceof operator?** The left operand is an object reference or null value and the right operand is a class, interface, or array type.

**513. What happens when you add a double value to a String?** The result is a String object.

**514. What is the difference between inner class and nested class?** When a class is defined within a scope od another class, then it becomes inner class. If the access modifier of the inner class is static, then it becomes nested class.

**515. What is numeric promotion?** Numeric promotion is the conversion of a smaller numeric type to a larger numeric type, so that integer and floating-point operations may take place. In numerical promotion, byte, char, and short values are converted to int values. The int values are also converted to long values, if necessary. The long and float values are converted to double values, as required.

**516. What is the difference between a public and a non-public class?** A public class may be accessed outside of its package. A non-public class may not be accessed outside of its package.

**517. To what value is a variable of the boolean type automatically initialized?** The default value of the boolean type is false.

**518. What is the difference between the prefix and postfix forms of the ++ operator?** The prefix form performs the increment operation and returns the value of the increment operation. The postfix form returns the current value all of the expression and then performs the increment operation on that value.

**519. What restrictions are placed on method overriding?** Overridden methods must have the same name, argument list, and return type. The overriding method may not limit the access of the method it overrides. The overriding method may not throw any exceptions that may not be thrown by the overridden method.

**520. What is a Java package and how is it used?** A Java package is a naming context for classes and interfaces. A package is used to create a separate name space for groups of classes and interfaces. Packages are also used to organize related classes and interfaces into a single API unit and to control accessibility to these classes and interfaces.

**521. What modifiers may be used with a top-level class?** A top-level class may be public, abstract, or final.

**522. What is the difference between an if statement and a switch statement?** The if statement is used to select among two alternatives. It uses a boolean expression to decide which alternative should be executed. The switch statement is used to select among multiple alternatives. It uses an int expression to determine which alternative should be executed.

**523.What are the practical benefits, if any, of importing a specific class rather than an entire package (e.g. import java.net.\* versus import java.net.Socket)?**It makes no difference in the generated class files since only the classes that are actually used are referenced by the generated class file. There is another practical benefit to importing single classes, and this arises when two (or more) packages have classes with the same name.

**524.Can a method be overloaded based on different return type but same argument type ?**No, because the methods can be called without using their return type in which case there is ambiguity for the compiler.

**525. What happens to a static variable that is defined within a method of a class? Can’t** do it. You'll get a compilation error.

**526.How many static initializers can you have ?**As many as you want, but the static initializers and class variable initializers are executed in textual order and may not refer to class variables declared in the class whose declarations appear textually after the use, even though these class variables are in scope.

**527. What is constructor chaining and how is it achieved in Java? A** child object constructor always first needs to construct its parent (which in turn calls its parent constructor.). In Java it is done via an implicit call to the no-args constructor as the first statement.

**528. What is the difference between the Boolean & operator and the && operator?** If an expression involving the Boolean & operator is evaluated, both operands are evaluated. Then the & operator is applied to the operand. When an expression involving the && operator is evaluated, the first operand is evaluated. If the first operand returns a value of true then the second operand is evaluated. The && operator is then applied to the first and second operands. If the first operand evaluates to false, the evaluation of the second operand is skipped.

**529. Which Java operator is right associative?** The = operator is right associative.

**530. Can a double value be cast to a byte?** Yes, a double value can be cast to a byte.

**531. What is the difference between a break statement and a continue statement?** A break statement results in the termination of the statement to which it applies (switch, for, do, or while). A continue statement is used to end the current loop iteration and return control to the loop statement.

**532. Can a for statement loop indefinitely?** Yes, a for statement can loop indefinitely. For example, consider the following: for (;;);

**533. To what value is a variable of the String type automatically initialized?** The default value of a String type is null.

**534. What is the difference between a field variable and a local variable?** A field variable is a variable that is declared as a member of a class. A local variable is a variable that is declared local to a method.

**535. What does it mean that a method or class is abstract?** An abstract class cannot be instantiated. Abstract methods may only be included in abstract classes. However, an abstract class is not required to have any abstract methods, though most of them do. Each subclass of an abstract class must override the abstract methods of its superclass’s or it also should be declared abstract.

**536. How does Java handle integer overflows and underflows?** It uses those low order bytes of the result that can fit into the size of the type allowed by the operation.

**537. What is the difference between the >> and >>> operators?** The >> operator carries the sign bit when shifting right. The >>> zero-fills bits that have been shifted out.

**538. Is sizeof a keyword?** The sizeof operator is not a keyword.

**539. Which two of the following statements, inserted independently, could legally be inserted into missing section of this code?**

|  |
| --- |
| class Ticker extends Component {  public static void main (String [] args) {  Ticker t = new Ticker();  /\* Missing Statements? \*/  }  }   1. boolean test = (t instanceof Ticker); 2. boolean test = (t instanceof Component); |

**540. Which of the following are legal lines of code?**

* int w = (int)888.8;
* byte x = (byte)1000L;
* long y = (byte)100;
* byte z = (byte)100L;

**541. Which two statements are equivalent?**

* 16>>2
* 16>>>2

**542. Which two statements are equivalent?**

* 3\*4
* 3<<2

**543. Which three statements are true?**

|  |
| --- |
| class CompareReference {  public static void main(String [] args) {  float f = 42.0f;  float [] f1 = new float[2];  float [] f2 = new float[2];  float [] f3 = f1;  long x = 42;  f1[0] = 42.0f;  }  } |

* f1 == f3
* x == f1[0]
* f == f1[0]

**544. Which two are equal?**

* (8 >> 2) << 4
* 128 >>> 2

**545. You want subclasses in any package to have access to members of a superclass. Which is the most restrictive access that accomplishes this objective?**

* Protected
* **private** makes a member accessible only from within its own class
* **protected** makes a member accessible only to classes in the same package or subclass of the class
* **Default** access is very similar to protected (make sure you spot the difference) default access makes a member accessible only to classes in the same package.
* **public** means that all other classes regardless of the package that they belong to, can access the member
* **Final** makes it impossible to extend a class, when applied to a method it prevents a method from being overridden in a subclass, when applied to a variable it makes it impossible to reinitialize a variable once it has been initialized.
* **Abstract** declares a method that has not been implemented.
* **Transient** indicates that a variable is not part of the persistent state of an object.
* **Volatile** indicates that a thread must reconcile its working copy of the field with the master copy every time it accesses the variable.

**546. Which of the following code fragments inserted, will allow to compile?**

|  |
| --- |
| public class Outer {  public void someOuterMethod() {  //Line 5  }  public class Inner { }  public static void main(String[] argv) {  Outer ot = new Outer();  //Line 10  }  } |

* new Inner(); //At line 5

**547. Which two code fragments will compile?**

|  |
| --- |
| interface Base {  boolean m1 ();  byte m2(short s);  } |

* abstract class Class2 implements Base {}
* abstract class Class2 implements Base{public boolean m1(){ return (7 > 4); }}

**548. Which three form part of correct array declarations?**

* public int a [ ]
* static int [ ] a
* public final int [ ] a

**549. What is the prototype of the default constructor? public class Test { }**

* public Test( )

**550. Which of the following is/are legal method declarations?**

* protected abstract void m1();
* static final void m1(){}
* synchronized public final void m1() {}
* private native void m1();

**551. Which three are valid method signatures in an interface?**

* public float getVol(float x);
* public void main(String [] args);
* boolean setFlag(Boolean [] test);

**552. What is the widest valid returnType for methodA in line 3?** Double

|  |
| --- |
| public class ReturnIt {  returnType methodA(byte x, double y) /\* Line 3 \*/ {  return (long)x / y \* 2;  }  } |

**553. Which is valid in a class that extends class A?** public int method1(int a, int b) {return 0; }

|  |
| --- |
| class A {  protected int method1(int a, int b) {  return 0;  }  } |

**554. Which one creates an instance of an array?** int[ ] ia = new int[15];

**555. Which two of the following are legal declarations for nonnested classes and interfaces?**

* final public class Test {}
* abstract public class Test {}

**556.** **Which of the following class level (nonlocal) variable declarations will not compile?** private synchronized int e;

**557. Which two cause a compiler error?**

* float[ ] f = new float(3);
* float f2[ ] = new float[ ];

**558. Given a method in a protected class, what access modifier do you use to restrict access to that method to only the other members of the same class?** private

**559. Which is a valid declaration within an interface?** public static short stop = 23;

**560.** **Which two code fragments inserted at end of the program, will allow to compile?**

|  |
| --- |
| interface DoMath {  double getArea(int rad);  }  interface MathPlus {  double getVol(int b, int h);  }  /\* Missing Statements? \*/  interface AllMath extends DoMath { float getAvg(int h, int l); }  abstract class AllMath implements DoMath, MathPlus { public double getArea(int rad) { return rad \* rad \* 3.14; } } |

**561. Which two statements are true for any concrete class implementing the java.lang.Runnable interface?**

* The class must contain a method called run () from which all code for that thread will be initiated.
* The mandatory method must be public, with a return type of void, must be called run (), and cannot take any arguments.

**562. Which two statements, added independently at beginning of the program, allow the code to compile?**

|  |
| --- |
| /\* Missing statements? \*/  public class NewTreeSet extends java.util.TreeSet{  public static void main(String [] args) {  java.util.TreeSet t = new java.util.TreeSet();  t.clear();  }  public void clear() {  TreeMap m = new TreeMap();  m.clear();  }  }  import java.util.\*;  import java.util.TreeMap; |

**563. Which three statements are true?**

* The default constructor has the same access as its class.
* The default constructor invokes the no-arg constructor of the superclass.
* The compiler creates a default constructor only when there are no other constructors for the class.

**564. Which statement is true?**

|  |
| --- |
| package testpkg.p1;  public class ParentUtil {  public int x = 420;  protected int doStuff() { return x; }  }  package testpkg.p2;  import testpkg.p1.ParentUtil;  public class ChildUtil extends ParentUtil {  public static void main (String [] args) {  new ChildUtil().callStuff();  }  void callStuff() {  System.out.print("this " + this.doStuff() ); /\* Line 18 \*/  ParentUtil p = new ParentUtil ();  System.out.print(" parent " + p.doStuff() ); /\* Line 20 \*/  }  }  If line 20 is removed, the code will compile and run. |

**565.** **If a is false and b is true then the output is "ELSE"**

|  |
| --- |
| public void foo (boolean a, boolean b) {  if (a) {  System.out.println("A"); /\* Line 5 \*/  }  else if (a && b) /\* Line 7 \*/ {  System.out.println(“A && B");  }  else /\* Line 11 \*/ {  if (! b) {  System.out.println(“notB");  }  else {  System.out.println(“ELSE”);  }  }  } |

**566. Which two are acceptable types for x? Byte and char**

|  |
| --- |
| switch(x){  default:  System.out.println("Hello");  } |

**567. Which statement is true? Compilation fails.**

|  |
| --- |
| public void test (int x) {  int odd = 1;  if(odd) /\* Line 4 \*/ {  System.out.println("odd");  }  else {  System.out.println("even");  }  } |

**568. Which statement is true? There is a syntax error on line 6.**

|  |
| --- |
| public class While {  public void loop () {  int x= 0;  while (1) /\* Line 6 \*/ {  System.out.print("x plus one is " + (x + 1)); /\* Line 8 \*/  }  }  } |